**Array Data Structure**

An array is a collection of items stored at contiguous memory locations. The idea is to store multiple items of the same type together. This makes it easier to calculate the position of each element by simply adding an offset to a base value, i.e., the memory location of the first element of the array (generally denoted by the name of the array).
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**Sorting with Arrays:**

Sorting is a technique which helps us to sort the elements of an array in ascending or descending order**.**

**Sorting in Ascending order:**

Java's [util.Arrays.sort](https://docs.oracle.com/javase/8/docs/api/java/util/Arrays.html#sort-byte:A-) method provides us with a quick and simple way to sort an array of primitives or objects that implement the Comparable interface in ascending order. To sort elements in ascending order,we pass our array to sort method.

**Example:**

numbers = {1,5,2,8,10}

Arrays.sort(numbers);

**Program:**

importjava.util.Arrays;

publicclassSortExample

{

    publicstaticvoidmain(String[] args)

    {

        // Our arr contains 8 elements

        int[] arr = {13, 7, 6, 45, 21, 9, 101, 102};

        Arrays.sort(arr);

        System.out.printf("Modified arr[] : %s",

                          Arrays.toString(arr));

    }

}

**O/P:**

Modified arr[] : [6, 7, 9, 13, 21, 45, 101, 102]

**Sorting in Descending Order:**

Sorting a primitive array in descending order is not quite as simple as sorting it in ascending order because Java doesn't support the use of Comparators on primitive types. To overcome this shortfall we have a few options.

First, we could sort our array in ascending order and then do an in-place reversal of the array.

Second, could convert our array to a list, use Guava's [Lists.reverse()](https://www.baeldung.com/guava-lists) method and then convert our list back into an array.

Finally, we could transform our array to a Stream and then map it back to an int array.

**Example**

importjava.util.Arrays;

importjava.util.Collections;

publicclassSortExample

{

    publicstaticvoidmain(String[] args)

    {

        // Note that we have Integer here instead of

        // int[] as Collections.reverseOrder doesn't

        // work for primitive types.

        Integer[] arr = {13, 7, 6, 45, 21, 9, 2, 100};

        // Sorts arr[] in descending order

        Arrays.sort(arr, Collections.reverseOrder());

        System.out.printf("Modified arr[] : %s",

                          Arrays.toString(arr));

    }

}

**O/P:**

Modified arr[] : [100, 45, 21, 13, 9, 7, 6, 2]

**There are different types of sorting algorithms.They are:**

* **Bubble Sort**
* **Insertion sort**
* **Selection Sort**
* **Merge Sort**
* **Heap Sort**
* **Quick sort**

**Bubble Sort:**

Bubble sort works by swapping adjacent elements if they're not in the desired order. This process repeats from the beginning of the array until all elements are in order.

We know that all elements are in order when we manage to do the whole iteration without swapping at all - then all elements we compared were in the desired order with their adjacent elements, and by extension, the whole array.The reason this algorithm is called Bubble Sort is because the numbers kind of "bubble up" to the "surface." All numbers move to their respective places bit by bit, left to right, like bubbles slowly rising from a body of water.

**Implementation:**

*public static void bubbleSort(int[] a) {  
boolean sorted = false;  
 int temp;  
 while(!sorted) {  
 sorted = true;  
 for (int i = 0; i<array.length - 1; i++) {  
 if (a[i] > a[i+1]) {  
 temp = a[i];  
 a[i] = a[i+1];  
 a[i+1] = temp;  
 sorted = false;  
 }  
 }  
 }  
}*

**Insertion Sort:**

The idea behind Insertion Sort is dividing the array into the sorted and unsorted subarrays.

The sorted part is of length 1 at the beginning and is corresponding to the first (left-most) element in the array. We iterate through the array and during each iteration, we expand the sorted portion of the array by one element.

Upon expanding, we place the new element into its proper place within the sorted subarray. We do this by shifting all of the elements to the right until we encounter the first element we don't have to shift.

**Implementation**

*public static void insertionSort(int[] array) {  
 for (int i = 1; i<array.length; i++) {  
 int current = array[i];  
 int j = i - 1;  
 while(j >= 0 && current < array[j]) {  
 array[j+1] = array[j];  
 j--;  
 }  
 // at this point we've exited, so j is either -1  
 // or it's at the first element where current >= a[j]  
 array[j+1] = current;  
 }  
}*

**Selection Sort:**

Selection Sort also divides the array into a sorted and unsorted subarray. Though, this time, the sorted subarray is formed by inserting the minimum element of the unsorted subarray at the end of the sorted array, by swapping.

**Implementation:**

public static void selectionSort(int[] array) {  
 for (int i = 0; i<array.length; i++) {  
 int min = array[i];  
 int minId = i;  
 for (int j = i+1; j <array.length; j++) {  
 if (array[j] < min) {  
 min = array[j];  
minId = j;  
 }  
 }  
 // swapping  
 int temp = array[i];  
 array[i] = min;  
 array[minId] = temp;  
 }  
}

**Merge Sort:**

Merge Sort uses [recursion](https://stackabuse.com/understanding-recursive-functions-with-python/) to solve the problem of sorting more efficiently than algorithms previously presented, and in particular it uses a [divide and conquer](https://en.wikipedia.org/wiki/Divide-and-conquer_algorithm) approach.

Using both of these concepts, we'll break the whole array down into two subarrays and then:

* Sort the left half of the array (recursively)
* Sort the right half of the array (recursively)
* Merge the solutions

![](data:image/png;base64,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)

**Implementation:**

The core function works pretty much as laid out in the explanation. We're just passing indexes left and right which are indexes of the left-most and right-most element of the subarray we want to sort. Initially, these should be 0 and array.length-1, depending on implementation.

The base of our recursion ensures we exit when we've finished, or when right and left meet each other. We find a midpoint mid, and sort subarrays left and right of it recursively, ultimately merging our solutions.

If you remember our tree graphic, you might wonder why don't we create two new smaller arrays and pass them on instead. This is because on really long arrays, this would cause huge memory consumption for something that's essentially unnecessary.

Merge Sort already doesn't work in-place because of the merge step, and this would only serve to worsen its memory efficiency. The logic of our tree of recursion otherwise stays the same

void merge(int[] array, int left, int mid, int right) {  
 // calculating lengths  
 int lengthLeft = mid - left + 1;  
 int lengthRight = right - mid;  
  
 // creating temporary subarrays  
 int leftArray[] = new int [lengthLeft];  
 int rightArray[] = new int [lengthRight];  
  
 // copying our sorted subarrays into temporaries  
 for (int i = 0; i<lengthLeft; i++)  
leftArray[i] = array[left+i];  
 for (int i = 0; i<lengthRight; i++)  
rightArray[i] = array[mid+i+1];  
  
 // iterators containing current index of temp subarrays  
 int leftIndex = 0;  
 int rightIndex = 0;  
  
 // copying from leftArray and rightArray back into array  
 for (int i = left; i< right + 1; i++) {  
 // if there are still uncopied elements in R and L, copy minimum of the two  
 if (leftIndex<lengthLeft&&rightIndex<lengthRight) {  
 if (leftArray[leftIndex] <rightArray[rightIndex]) {  
 array[i] = leftArray[leftIndex];  
leftIndex++;  
 }  
 else {  
 array[i] = rightArray[rightIndex];  
rightIndex++;  
 }  
 }  
 // if all the elements have been copied from rightArray, copy the rest of leftArray  
 else if (leftIndex<lengthLeft) {  
 array[i] = leftArray[leftIndex];  
leftIndex++;  
 }  
 // if all the elements have been copied from leftArray, copy the rest of rightArray  
 else if (rightIndex<lengthRight) {  
 array[i] = rightArray[rightIndex];  
rightIndex++;  
 }  
 }  
}

**Heap Sort:**

A heap is a tree that satisfies the heap property, which is that for each node, all of its children are in a given relation to it. Additionally, a heap must be almost complete. An almost complete binary tree of depth d has a subtree of depth d-1 with the same root that is complete, and in which each node with a left descendent has a complete left subtree. In other words, when adding a node, we always go for the leftmost position in the lowest incomplete level.

If the heap is a max-heap, then all of the children are smaller than the parent, and if it's a min-heap all of them are larger.

In other words, as you move down the tree, you get to smaller and smaller numbers (min-heap) or greater and greater numbers (max-heap).

**Implementation:**

static void heapify(int[] array, int length, int i) {  
 int leftChild = 2\*i+1;  
 int rightChild = 2\*i+2;  
 int largest = i;  
  
 // if the left child is larger than parent  
 if (leftChild< length && array[leftChild] > array[largest]) {  
 largest = leftChild;  
 }  
  
 // if the right child is larger than parent  
 if (rightChild< length && array[rightChild] > array[largest]) {  
 largest = rightChild;  
 }  
  
 // if a swap needs to occur  
 if (largest != i) {  
 int temp = array[i];  
 array[i] = array[largest];  
 array[largest] = temp;  
heapify(array, length, largest);  
 }  
}  
  
public static void heapSort(int[] array) {  
 if (array.length == 0) return;  
  
 // Building the heap  
 int length = array.length;  
 // we're going from the first non-leaf to the root  
 for (int i = length / 2-1; i>= 0; i--)  
heapify(array, length, i);  
  
 for (int i = length-1; i>= 0; i--) {  
 int temp = array[0];  
 array[0] = array[i];  
 array[i] = temp;  
  
heapify(array, i, 0);  
 }  
}

**Quick Sort:**

Quicksort is another Divide and Conquer algorithm. It picks one element of an array as the pivot and sorts all of the other elements around it, for example smaller elements to the left, and larger to the right.

This guarantees that the pivot is in its proper place after the process. Then the algorithm recursively does the same for the left and right portions of the array.

**Implementation:**

static int partition(int[] array, int begin, int end) {  
 int pivot = end;  
  
 int counter = begin;  
 for (int i = begin; i< end; i++) {  
 if (array[i] < array[pivot]) {  
 int temp = array[counter];  
 array[counter] = array[i];  
 array[i] = temp;  
 counter++;  
 }  
 }  
 int temp = array[pivot];  
 array[pivot] = array[counter];  
 array[counter] = temp;  
  
 return counter;  
}  
  
public static void quickSort(int[] array, int begin, int end) {  
 if (end <= begin) return;  
 int pivot = partition(array, begin, end);  
quickSort(array, begin, pivot-1);  
quickSort(array, pivot+1, end);  
}

**Quick Sort vs Merge Sort**

**Partition of elements in the array** :  
In the merge sort, the array is parted into just 2 halves (i.e. n/2).  
whereas  
In case of quick sort, the array is parted into any ratio. There is no compulsion of dividing the array of elements into equal parts in quick sort.

**Worst case complexity** :  
The worst case complexity of quick sort is O(n2) as there is need of lot of comparisons in the worst condition.  
whereas  
In merge sort, worst case and average case has same complexities O(n log n).

**Usage with datasets** :  
Merge sort can work well on any type of data sets irrespective of its size (either large or small).  
whereas  
The quick sort cannot work well with large datasets.

**Additional storage space requirement** :  
Merge sort is not in place because it requires additional memory space to store the auxiliary arrays.  
whereas  
The quick sort is in place as it doesn’t require any additional storage.

**Efficiency** :  
Merge sort is more efficient and works faster than quick sort in case of larger array size or datasets.  
whereas  
Quick sort is more efficient and works faster than merge sort in case of smaller array size or datasets.

**Sorting method** :  
The quick sort is internal sorting method where the data is sorted in main memory.  
whereas  
The merge sort is external sorting method in which the data that is to be sorted cannot be accommodated in the memory and needed auxiliary memory for sorting.

**Stability** :  
Merge sort is stable as two elements with equal value appear in the same order in sorted output as they were in the input unsorted array.  
whereas  
Quick sort is unstable in this scenario. But it can be made stable using some changes in code.

**Preferred for** :  
Quick sort is preferred for arrays.  
whereas  
Merge sort is preferred for linked lists.

**Locality of reference** :  
Quicksort exhibits good cache locality and this makes quicksort faster than merge sort (in many cases like in virtual memory environment).

**Why is**[**Quick Sort**](http://geeksquiz.com/quick-sort/)**preferred for arrays?**

* Quick Sort in its general form is an in-place sort (i.e. it doesn’t require any extra storage) whereas merge sort requires O(N) extra storage, N denoting the array size which may be quite expensive. Allocating and de-allocating the extra space used for merge sort increases the running time of the algorithm.
* Comparing average complexity we find that both type of sorts have O(NlogN) average complexity but the constants differ. For arrays, merge sort loses due to the use of extra O(N) storage space.
* Most practical implementations of Quick Sort use randomized version. The randomized version has expected time complexity of O(nLogn). The worst case is possible in randomized version also, but worst case doesn’t occur for a particular pattern (like sorted array) and randomized Quick Sort works well in practice.
* Quick Sort is also a cache friendly sorting algorithm as it has good [locality of reference](http://en.wikipedia.org/wiki/Locality_of_reference) when used for arrays.
* Quick Sort is also [tail recursive](https://www.geeksforgeeks.org/tail-recursion/), therefore tail call optimizations is done.

**Why is**[Merge Sort](http://geeksquiz.com/merge-sort/)**preferred for Linked Lists?**

* In case of [linked lists](http://geeksquiz.com/linked-list-set-1-introduction/) the case is different mainly due to difference in memory allocation of arrays and linked lists. Unlike arrays, linked list nodes may not be adjacent in memory.
* Unlike array, in [linked list](http://geeksquiz.com/linked-list-set-1-introduction/), we can insert items in the middle in O(1) extra space and O(1) time. Therefore merge operation of merge sort can be implemented without extra space for linked lists.
* In arrays, we can do random access as elements are continuous in memory. Let us say we have an integer (4-byte) array A and let the address of A[0] be x then to access A[i], we can directly access the memory at (x + i\*4). Unlike arrays, we can not do random access in linked list.
* Quick Sort requires a lot of this kind of access. In linked list to access i’th index, we have to travel each and every node from the head to i’th node as we don’t have continuous block of memory. Therefore, the overhead increases for quick sort. Merge sort accesses data sequentially and the need of random access is low.

**Why quicksort is better than mergesort ?**

There are certain reasons due to which quicksort is better especially in case of arrays:

* **Auxiliary Space :** Mergesort uses extra space, quicksort requires little space and exhibits good cache locality. Quick sort is an in-place sorting algorithm. In-place sorting means no additional storage space is needed to perform sorting. Merge sort requires a temporary array to merge the sorted arrays and hence it is not in-place giving Quick sort the advantage of space.
* **Worst Cases :**The worst case of quicksort **O(n2)** can be avoided by using randomized quicksort. It can be easily avoided with high probability by choosing the right pivot. Obtaining an average case behavior by choosing right pivot element makes it improvise the performance and becoming as efficient as Merge sort.
* **Locality of reference :** Quicksort in particular exhibits good cache locality and this makes it faster than merge sort in many cases like in virtual memory environment.
* **Merge sort is better for large data structures:**Mergesort is a stable sort, unlike quicksort and heapsort, and can be easily adapted to operate on linked lists and very large lists stored on slow-to-access media such as disk storage or network attached storage.

**Searching in Arrays:**

Searching Algorithms are designed to check for an element or retrieve an element from any data structure where it is stored. Based on the type of search operation, these algorithms are generally classified into two categories:

* **Sequential Search**: In this, the list or array is traversed sequentially and every element is checked. For example: [Linear Search](https://www.geeksforgeeks.org/linear-search/).
* **Interval Search**: These algorithms are specifically designed for searching in sorted data-structures. These type of searching algorithms are much more efficient than Linear Search as they repeatedly target the center of the search structure and divide the search space in half. For Example: [Binary Search](https://www.geeksforgeeks.org/binary-search/).

**Linear Search:**

A simple approach is to do **linear search**, i.e

* Start from the leftmost element of arr[] and one by one compare x with each element of arr[]
* If x matches with an element, return the index.
* If x doesn’t match with any of elements, return -1.
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The time complexity of above algorithm is O(n).

**Binary Search:**

We search a sorted array by repeatedly dividing the search interval in half. Begin with an interval covering the whole array. If the value of the search key is less than the item in the middle of the interval, narrow the interval to the lower half. Otherwise narrow it to the upper half. Repeatedly check until the value is found or the interval is empty.

The time complexity of Binary Search can be written as

T(n) = T(n/2) + c
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**Jump Search:**

Like [Binary Search](http://geeksquiz.com/binary-search/), Jump Search is a searching algorithm for sorted arrays. The basic idea is to check fewer elements (than [linear search](https://www.geeksforgeeks.org/analysis-of-algorithms-set-2-asymptotic-analysis/)) by jumping ahead by fixed steps or skipping some elements in place of searching all elements.

For example, suppose we have an array arr[] of size n and block (to be jumped) size m. Then we search at the indexes arr[0], arr[m], arr[2m]…..arr[km] and so on. Once we find the interval (arr[km] < x <arr[(k+1)m]), we perform a linear search operation from the index km to find the element x.

In the worst case, we have to do n/m jumps and if the last checked value is greater than the element to be searched for, we perform m-1 comparisons more for linear search. Therefore the total number of comparisons in the worst case will be ((n/m) + m-1). The value of the function ((n/m) + m-1) will be minimum when m = √n. Therefore, the best step size is m = **√n.**
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**Jump Search will**

* Works only sorted arrays.
* The optimal size of a block to be jumped is (√ n). This makes the time complexity of Jump Search O(√ n).
* The time complexity of Jump Search is between Linear Search ( ( O(n) ) and Binary Search ( O (Log n) ).
* Binary Search is better than Jump Search, but Jump search has an advantage that we traverse back only once (Binary Search may require up to O(Log n) jumps, consider a situation where the element to be searched is the smallest element or smaller than the smallest). So in a system where binary search is costly, we use Jump Search.

**Interpolation Search**

Linear Search finds the element in O(n) time, [Jump Search](https://www.geeksforgeeks.org/jump-search/) takes O(√ n) time and [Binary Search](http://quiz.geeksforgeeks.org/binary-search/) take O(Log n) time.The Interpolation Search is an improvement over [Binary Search](http://quiz.geeksforgeeks.org/binary-search/) for instances, where the values in a sorted array are uniformly distributed. Binary Search always goes to the middle element to check. On the other hand, interpolation search may go to different locations according to the value of the key being searched. For example, if the value of the key is closer to the last element, interpolation search is likely to start search toward the end side.

To find the position to be searched, it uses following formula.

// The idea of formula is to return higher value of **pos**

// when element to be searched is closer to **arr[hi]**. And

// smaller value when closer to **arr[lo]**

pos = lo + [ (x-arr[lo])\*(hi-lo) / (arr[hi]-arr[Lo]) ]

arr[] ==> Array where elements need to be searched

x ==> Element to be searched

lo ==> Starting index in arr[]

hi ==> Ending index in arr[]
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**Exponential Search:**

**Exponential search involves two steps:**

* Find range where element is present
* Do Binary Search in above found range.

**How to find the range where element may be present?**

The idea is to start with subarray size 1, compare its last element with x, then try size 2, then 4 and so on until last element of a subarray is not greater.  
Once we find an index i (after repeated doubling of i), we know that the element must be present between i/2 and i (Why i/2? because we could not find a greater value in previous iteration)

**Applications of Exponential Search:**

* Exponential Binary Search is particularly useful for unbounded searches, where size of array is infinite. Please refer [Unbounded Binary Search](https://www.geeksforgeeks.org/find-the-point-where-a-function-becomes-negative/) for an example.
* It works better than Binary Search for bounded arrays, and also when the element to be searched is closer to the first element.

**Sublist Search**

It will search a linked list in another list.

**Algorithm:**1- Take first node of second list.  
2- Start matching the first list from this first node.  
3- If whole lists match return true.  
4- Else break and take first list to the first node again.  
5- And take second list to its second node.  
6- Repeat these steps until any of linked lists becomes empty.  
7- If first list becomes empty then list found else not.

**Fibanocci Search :**

Fibonacci Search is a comparison-based technique that uses Fibonacci numbers to search an element in a sorted array.

**Similarities with Binary Search:**

* Works for sorted arrays
* A Divide and Conquer Algorithm.
* Has Log n time complexity.

**Differences with Binary Search:**

* Fibonacci Search divides given array in unequal parts
* Binary Search uses division operator to divide range. Fibonacci Search doesn’t use /, but uses + and -. The division operator may be costly on some CPUs.
* Fibonacci Search examines relatively closer elements in subsequent steps. So when input array is big that cannot fit in CPU cache or even in RAM, Fibonacci Search can be useful.

**Algorithm:**

Let the searched element be x.

The idea is to first find the smallest Fibonacci number that is greater than or equal to the length of given array. Let the found Fibonacci number be fib (m’th Fibonacci number). We use (m-2)’th Fibonacci number as the index (If it is a valid index). Let (m-2)’th Fibonacci Number be i, we compare arr[i] with x, if x is same, we return i. Else if x is greater, we recur for subarray after i, else we recur for subarray before i.

**Below is the complete algorithm**

Let arr[0..n-1] be the input array and element to be searched be x.

1. Find the smallest Fibonacci Number greater than or equal to n. Let this number be fibM [m’th Fibonacci Number]. Let the two Fibonacci numbers preceding it be fibMm1 [(m-1)’th Fibonacci Number] and fibMm2 [(m-2)’th Fibonacci Number].
2. While the array has elements to be inspected:
3. Compare x with the last element of the range covered by fibMm2
4. **If** x matches, return index
5. **Else If** x is less than the element, move the three Fibonacci variables two Fibonacci down, indicating elimination of approximately rear two-third of the remaining array.
6. **Else** x is greater than the element, move the three Fibonacci variables one Fibonacci down. Reset offset to index. Together these indicate elimination of approximately front one-third of the remaining array.
7. Since there might be a single element remaining for comparison, check if fibMm1 is 1. If Yes, compare x with that remaining element. If match, return index.

**Topics :**

* [Introduction](https://www.geeksforgeeks.org/array-data-structure/#introduction)
* [Array Rotations](https://www.geeksforgeeks.org/array-data-structure/#rotation)
* [Arrangement Rearrangement](https://www.geeksforgeeks.org/array-data-structure/#rearrange)
* [Order Statistics](https://www.geeksforgeeks.org/array-data-structure/#order)
* [Range Queries](https://www.geeksforgeeks.org/array-data-structure/#range)
* [Searching and Sorting](https://www.geeksforgeeks.org/array-data-structure/#searchSort)
* [Optimization Problems](https://www.geeksforgeeks.org/array-data-structure/#optimization)
* [Matrix](https://www.geeksforgeeks.org/array-data-structure/#Matrix)
* [Misc](https://www.geeksforgeeks.org/array-data-structure/#misc)

**Array Rotations :**

**Examples:**

**1) Program for array rotation**

class RotateArray

{

/\*Function to left rotate arr[] of size n by d\*/

void leftRotate(int arr[], int d, int n)

{

for (int i = 0; i < d; i++)

leftRotatebyOne(arr, n);

}

void leftRotatebyOne(int arr[], int n)

{

int i, temp;

temp = arr[0];

for (i = 0; i < n - 1; i++)

arr[i] = arr[i + 1];

arr[i] = temp;

}

/\* utility function to print an array \*/

void printArray(int arr[], int n)

{

for (int i = 0; i < n; i++)

System.out.print(arr[i] + " ");

}

// Driver program to test above functions

public static void main(String[] args)

{

RotateArray rotate = new RotateArray();

int arr[] = { 1, 2, 3, 4, 5, 6, 7 };

rotate.leftRotate(arr, 2, 7);

rotate.printArray(arr, 7);

}

}

Output:

3 4 5 6 7 1 2

**2) Reversal algorithm for array rotation**

import java.io.\*;

class LeftRotate {

/\* Function to left rotate arr[] of size n by d \*/

static void leftRotate(int arr[], int d)

{

if (d == 0)

return;

int n = arr.length;

rvereseArray(arr, 0, d - 1);

rvereseArray(arr, d, n - 1);

rvereseArray(arr, 0, n - 1);

}

/\*Function to reverse arr[] from index start to end\*/

static void rvereseArray(int arr[], int start, int end)

{

int temp;

while (start < end) {

temp = arr[start];

arr[start] = arr[end];

arr[end] = temp;

start++;

end--;

}

}

/\*UTILITY FUNCTIONS\*/

/\* function to print an array \*/

static void printArray(int arr[])

{

for (int i = 0; i < arr.length; i++)

System.out.print(arr[i] + " ");

}

/\* Driver program to test above functions \*/

public static void main(String[] args)

{

int arr[] = { 1, 2, 3, 4, 5, 6, 7 };

int n = arr.length;

int d = 2;

// in case the rotating factor is

// greater than array length

d = d % n;

leftRotate(arr, d); // Rotate array by d

printArray(arr);

}

}

Output:

3 4 5 6 7 1 2

**3) Block swap algorithm for array rotation**

import java.util.\*;

class GFG

{

public static void leftRotate(int arr[], int i,

int d, int n)

{

/\* Return If number of elements to be rotated

is zero or equal to array size \*/

if(d == 0 || d == n)

return;

/\*If number of elements to be rotated

is exactly half of array size \*/

if(n - d == d)

{

swap(arr, i, n - d + i, d);

return;

}

/\* If A is shorter\*/

if(d < n - d)

{

swap(arr, i, n - d + i, d);

leftRotate(arr, i, d, n - d);

}

else /\* If B is shorter\*/

{

swap(arr, i, d, n - d);

leftRotate(arr, n - d + i, 2 \* d - n, d); /\*This is tricky\*/

}

}

/\*UTILITY FUNCTIONS\*/

/\* function to print an array \*/

public static void printArray(int arr[], int size)

{

int i;

for(i = 0; i < size; i++)

System.out.print(arr[i] + " ");

System.out.println();

}

/\*This function swaps d elements

starting at index fi with d elements

starting at index si \*/

public static void swap(int arr[], int fi,

int si, int d)

{

int i, temp;

for(i = 0; i < d; i++)

{

temp = arr[fi + i];

arr[fi + i] = arr[si + i];

arr[si + i] = temp;

}

}

// Driver Code

public static void main (String[] args)

{

int arr[] = {1, 2, 3, 4, 5, 6, 7};

leftRotate(arr,0, 2, 7);

printArray(arr, 7);

}

}

Output:

3 4 5 6 7 1 2

**4) Find maximum value of Sum( i\*arr[i]) with only rotations on given array allowed**

|  |
| --- |
| import java.util.Arrays;    class Test  {      static int arr[] = new int[]{10, 1, 2, 3, 4, 5, 6, 7, 8, 9};        // Returns max possible value of i\*arr[i]      static int maxSum()      {          // Find array sum and i\*arr[i] with no rotation          int arrSum = 0;  // Stores sum of arr[i]          int currVal = 0;  // Stores sum of i\*arr[i]          for (int i=0; i<arr.length; i++)          {              arrSum = arrSum + arr[i];              currVal = currVal+(i\*arr[i]);          }            // Initialize result as 0 rotation sum          int maxVal = currVal;            // Try all rotations one by one and find          // the maximum rotation sum.          for (int j=1; j<arr.length; j++)          {              currVal = currVal + arrSum-arr.length\*arr[arr.length-j];              if (currVal > maxVal)                  maxVal = currVal;          }            // Return result          return maxVal;      }        // Driver method to test the above function      public static void main(String[] args)      {          System.out.println("Max sum is " + maxSum());      }  } |

**Output :**

Max sum is 330

**Time Complexity** : O(n)

**5) Maximum sum of i\*arr[i] among all rotations of a given array**

|  |
| --- |
| import java.util.\*;  import java.io.\*;    class GFG {    // Returns maximum value of i\*arr[i]  static int maxSum(int arr[], int n)  {  // Initialize result  int res = Integer.MIN\_VALUE;    // Consider rotation beginning with i  // for all possible values of i.  for (int i = 0; i < n; i++)  {        // Initialize sum of current rotation      int curr\_sum = 0;        // Compute sum of all values. We don't      // actually rotation the array, but compute      // sum by finding ndexes when arr[i] is      // first element      for (int j = 0; j < n; j++)      {          int index = (i + j) % n;          curr\_sum += j \* arr[index];      }        // Update result if required      res = Math.max(res, curr\_sum);  }    return res;  }    // Driver code  public static void main(String args[])  {          int arr[] = {8, 3, 1, 2};          int n = arr.length;          System.out.println(maxSum(arr, n));  }      } |

**Output :**

29

**Time Complexity :** O(n2)

**6) Find the Rotation Count in Rotated Sorted array**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;  import java.io.\*;    class LinearSearch  {      // Returns count of rotations for an      // array which is first sorted in      // ascending order, then rotated      static int countRotations(int arr[], int n)      {          // We basically find index of minimum          // element          int min = arr[0], min\_index = -1;          for (int i = 0; i < n; i++)          {              if (min > arr[i])              {                  min = arr[i];                  min\_index = i;              }          }          return min\_index;      }        // Driver program to test above functions      public static void main (String[] args)      {          int arr[] = {15, 18, 2, 3, 6, 12};          int n = arr.length;            System.out.println(countRotations(arr, n));      }  } |

**Output:**

2

**Time Complexity :** O(n)

**7) Quickly find multiple left rotations of an arra**y

|  |
| --- |
| class LeftRotate  {      // Fills temp[] with two copies of arr[]      static void preprocess(int arr[], int n,                                     int temp[])      {          // Store arr[] elements at i and i + n          for (int i = 0; i<n; i++)               temp[i] = temp[i + n] = arr[i];      }        // Function to left rotate an array k time      static void leftRotate(int arr[], int n, int k,                                      int temp[])      {          // Starting position of array after k          // rotations in temp[] will be k % n          int start = k % n;            // Print array after k rotations          for (int i = start; i < start + n; i++)              System.out.print(temp[i] + " ");            System.out.print("\n");      }        // Driver program      public static void main (String[] args)      {          int arr[] = {1, 3, 5, 7, 9};          int n = arr.length;            int temp[] = new int[2\*n];          preprocess(arr, n, temp);            int k = 2;          leftRotate(arr, n, k, temp);            k = 3;          leftRotate(arr, n, k, temp);            k = 4;          leftRotate(arr, n, k, temp);      }  } |

**Output:**

5 7 9 1 3

7 9 1 3 5

9 1 3 5 7

**8) Find the minimum element in a sorted and rotated array**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;  import java.io.\*;    class Minimum  {      static int findMin(int arr[], int low, int high)      {          // This condition is needed to handle the case when array          // is not rotated at all          if (high < low)  return arr[0];            // If there is only one element left          if (high == low) return arr[low];            // Find mid          int mid = low + (high - low)/2; /\*(low + high)/2;\*/            // Check if element (mid+1) is minimum element. Consider          // the cases like {3, 4, 5, 1, 2}          if (mid < high && arr[mid+1] < arr[mid])              return arr[mid+1];            // Check if mid itself is minimum element          if (mid > low && arr[mid] < arr[mid - 1])              return arr[mid];            // Decide whether we need to go to left half or right half          if (arr[high] > arr[mid])              return findMin(arr, low, mid-1);          return findMin(arr, mid+1, high);      }        // Driver Program      public static void main (String[] args)      {          int arr1[] =  {5, 6, 1, 2, 3, 4};          int n1 = arr1.length;          System.out.println("The minimum element is "+ findMin(arr1, 0, n1-1));            int arr2[] =  {1, 2, 3, 4};          int n2 = arr2.length;          System.out.println("The minimum element is "+ findMin(arr2, 0, n2-1));            int arr3[] =  {1};          int n3 = arr3.length;          System.out.println("The minimum element is "+ findMin(arr3, 0, n3-1));            int arr4[] =  {1, 2};          int n4 = arr4.length;          System.out.println("The minimum element is "+ findMin(arr4, 0, n4-1));            int arr5[] =  {2, 1};          int n5 = arr5.length;          System.out.println("The minimum element is "+ findMin(arr5, 0, n5-1));            int arr6[] =  {5, 6, 7, 1, 2, 3, 4};          int n6 = arr6.length;          System.out.println("The minimum element is "+ findMin(arr6, 0, n6-1));            int arr7[] =  {1, 2, 3, 4, 5, 6, 7};          int n7 = arr7.length;          System.out.println("The minimum element is "+ findMin(arr7, 0, n7-1));            int arr8[] =  {2, 3, 4, 5, 6, 7, 8, 1};          int n8 = arr8.length;          System.out.println("The minimum element is "+ findMin(arr8, 0, n8-1));            int arr9[] =  {3, 4, 5, 1, 2};          int n9 = arr9.length;          System.out.println("The minimum element is "+ findMin(arr9, 0, n9-1));      }  } |

**Output:**

The minimum element is 1

The minimum element is 1

The minimum element is 1

The minimum element is 1

The minimum element is 1

The minimum element is 1

The minimum element is 1

The minimum element is 1

The minimum element is 1

**9) Reversal algorithm for right rotation of an array**

|  |
| --- |
| import java.io.\*;    class GFG  {      // Function to reverse arr[]      // from index start to end      static void reverseArray(int arr[], int start,                               int end)      {          while (start < end)          {             int temp = arr[start];             arr[start] = arr[end];             arr[end] = temp;             start++;             end--;           }      }        // Function to right rotate      // arr[] of size n by d      static void rightRotate(int arr[], int d, int n)      {         reverseArray(arr, 0, n - 1);         reverseArray(arr, 0, d - 1);         reverseArray(arr, d, n - 1);      }        // Function to print an array      static void printArray(int arr[], int size)      {         for (int i = 0; i < size; i++)            System.out.print(arr[i] + " ");      }        public static void main (String[] args)      {          int arr[] = {1, 2, 3, 4, 5,                       6, 7, 8, 9, 10};        int n = arr.length;      int k = 3;        rightRotate(arr, k, n);      printArray(arr, n);        }  } |

**Output:**

8 9 10 1 2 3 4 5 6 7

**10) Find a rotation with maximum hamming distance**

|  |
| --- |
| class GFG  {  // Return the maximum hamming  // distance of a rotation  static int maxHamming(int arr[], int n)  {      // arr[] to brr[] two times so that      // we can traverse through all rotations.      int brr[]=new int[2 \*n + 1];      for (int i = 0; i < n; i++)          brr[i] = arr[i];      for (int i = 0; i < n; i++)          brr[n+i] = arr[i];        // We know hamming distance with      // 0 rotation would be 0.      int maxHam = 0;        // We try other rotations one by one      // and compute Hamming distance      // of every rotation      for (int i = 1; i < n; i++)      {          int currHam = 0;          for (int j = i, k=0; j < (i + n); j++,                                            k++)              if (brr[j] != arr[k])                  currHam++;            // We can never get more than n.          if (currHam == n)              return n;            maxHam = Math.max(maxHam, currHam);      }        return maxHam;  }    // driver code  public static void main (String[] args)  {      int arr[] = {2, 4, 6, 8};      int n = arr.length;      System.out.print(maxHamming(arr, n));  }  } |

**Output:**

4

**Time Complexity** : O(n\*n)

**11) Print left rotation of array in O(n) time and O(1) space**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;  import java.io.\*;    class arr\_rot  {      // Function to leftRotate array multiple      // times      static void leftRotate(int arr[], int n,                                       int k)      {          /\* To get the starting point of          rotated array \*/          int mod = k % n;            // Prints the rotated array from          // start position          for(int i = 0; i < n; ++i)          System.out.print(arr[(i + mod) % n]                            + " ");            System.out.println();      }        // Driver program      public static void main (String[] args)      {              int arr[] = { 1, 3, 5, 7, 9 };              int n = arr.length;                int k = 2;              leftRotate(arr, n, k);                k = 3;              leftRotate(arr, n, k);                k = 4;              leftRotate(arr, n, k);      }  } |

**Output :**

5 7 9 1 3

7 9 1 3 5

9 1 3 5 7

**Arrangement Rearrangement :**

**Examples:**

**1) Rearrange an array such that arr[i] = i**

import java.util.\*;

import java.lang.\*;

public class GfG {

// Function to rearrange an array

// such that arr[i] = i.

public static int[] fix(int[] A)

{

for (int i = 0; i < A.length; i++)

{

if (A[i] != -1 && A[i] != i)

{

int x = A[i];

// check if desired place

// is not vacate

while (A[x] != -1 && A[x] != x)

{

// store the value from

// desired place

int y = A[x];

// place the x to its correct

// position

A[x] = x;

// now y will become x, now

// search the place for x

x = y;

}

// place the x to its correct

// position

A[x] = x;

// check if while loop hasn't

// set the correct value at A[i]

if (A[i] != i)

{

// if not then put -1 at

// the vacated place

A[i] = -1;

}

}

}

return A;

}

// Driver function.

public static void main(String[] args)

{

int A[] = {-1, -1, 6, 1,

9, 3, 2, -1, 4,-1};

System.out.println(Arrays.toString(fix(A)));

}

}

Output:

[-1, 1, 2, 3, 4, -1, 6, -1, -1, 9]

**2) Write a program to reverse an array or string**

public class GFG {

/\* Function to reverse arr[] from

start to end\*/

static void rvereseArray(int arr[],

int start, int end)

{

int temp;

while (start < end)

{

temp = arr[start];

arr[start] = arr[end];

arr[end] = temp;

start++;

end--;

}

}

/\* Utility that prints out an

array on a line \*/

static void printArray(int arr[],

int size)

{

for (int i = 0; i < size; i++)

System.out.print(arr[i] + " ");

System.out.println();

}

// Driver code

public static void main(String args[]) {

int arr[] = {1, 2, 3, 4, 5, 6};

printArray(arr, 6);

rvereseArray(arr, 0, 5);

System.out.print("Reversed array is \n");

printArray(arr, 6);

}

}

Output:

1 2 3 4 5 6

Reversed array is

6 5 4 3 2 1

**3) Rearrange array such that arr[i] >= arr[j] if i is even and arr[i]<=arr[j] if i is odd and j < i**

import java.util.\*;

import java.lang.\*;

public class GfG{

// function to rearrange the array

public static void rearrangeArr(int arr[],

int n)

{

// total even positions

int evenPos = n / 2;

// total odd positions

int oddPos = n - evenPos;

int[] tempArr = new int [n];

// copy original array in an

// auxiliary array

for (int i = 0; i < n; i++)

tempArr[i] = arr[i];

// sort the auxiliary array

Arrays.sort(tempArr);

int j = oddPos - 1;

// fill up odd position in

// original array

for (int i = 0; i < n; i += 2) {

arr[i] = tempArr[j];

j--;

}

j = oddPos;

// fill up even positions in

// original array

for (int i = 1; i < n; i += 2) {

arr[i] = tempArr[j];

j++;

}

// display array

for (int i = 0; i < n; i++)

System.out.print(arr[i] + " ");

}

// Driver function

public static void main(String argc[]){

int[] arr = new int []{ 1, 2, 3, 4, 5,

6, 7 };

int size = 7;

rearrangeArr(arr, size);

}

}

Output:

4 5 3 6 2 7 1

**4) Rearrange positive and negative numbers in O(n) time and O(1) extra space**

|  |
| --- |
| import java.io.\*;    class Alternate {        // The main function that rearranges elements of given      // array.  It puts positive elements at even indexes (0,      // 2, ..) and negative numbers at odd indexes (1, 3, ..).      static void rearrange(int arr[], int n)      {          // The following few lines are similar to partition          // process of QuickSort.  The idea is to consider 0          // as pivot and divide the array around it.          int i = -1, temp = 0;          for (int j = 0; j < n; j++)          {              if (arr[j] < 0)              {                  i++;                  temp = arr[i];                  arr[i] = arr[j];                  arr[j] = temp;              }          }            // Now all positive numbers are at end and negative numbers at          // the beginning of array. Initialize indexes for starting point          // of positive and negative numbers to be swapped          int pos = i+1, neg = 0;            // Increment the negative index by 2 and positive index by 1, i.e.,          // swap every alternate negative number with next positive number          while (pos < n && neg < pos && arr[neg] < 0)          {              temp = arr[neg];              arr[neg] = arr[pos];              arr[pos] = temp;              pos++;              neg += 2;          }      }        // A utility function to print an array      static void printArray(int arr[], int n)      {          for (int i = 0; i < n; i++)              System.out.print(arr[i] + "   ");      }        /\*Driver function to check for above functions\*/      public static void main (String[] args)      {          int arr[] = {-1, 2, -3, 4, 5, 6, -7, 8, 9};          int n = arr.length;          rearrange(arr,n);          System.out.println("Array after rearranging: ");          printArray(arr,n);      }  } |

**Output:**

4 -3 5 -1 6 -7 2 8 9

**Time Complexity:** O(n) where n is number of elements in given array.

**5) Rearrange array in alternating positive & negative items with O(1) extra space**

|  |
| --- |
| class RearrangeArray  {      // Utility function to right rotate all elements      // between [outofplace, cur]      void rightrotate(int arr[], int n, int outofplace, int cur)      {          int tmp = arr[cur];          for (int i = cur; i > outofplace; i--)              arr[i] = arr[i - 1];          arr[outofplace] = tmp;      }        void rearrange(int arr[], int n)      {          int outofplace = -1;            for (int index = 0; index < n; index++)          {              if (outofplace >= 0)              {                  // find the item which must be moved into the out-of-place                  // entry if out-of-place entry is positive and current                  // entry is negative OR if out-of-place entry is negative                  // and current entry is negative then right rotate                  //                  // [...-3, -4, -5, 6...] -->   [...6, -3, -4, -5...]                  //      ^                          ^                  //      |                          |                  //     outofplace      -->      outofplace                  //                  if (((arr[index] >= 0) && (arr[outofplace] < 0))                          || ((arr[index] < 0) && (arr[outofplace] >= 0)))                  {                      rightrotate(arr, n, outofplace, index);                        // the new out-of-place entry is now 2 steps ahead                      if (index - outofplace > 2)                          outofplace = outofplace + 2;                      else                          outofplace = -1;                  }              }                // if no entry has been flagged out-of-place              if (outofplace == -1)              {                  // check if current entry is out-of-place                  if (((arr[index] >= 0) && ((index & 0x01)==0))                          || ((arr[index] < 0) && (index & 0x01)==1))                      outofplace = index;              }          }      }        // A utility function to print an array 'arr[]' of size 'n'      void printArray(int arr[], int n)      {          for (int i = 0; i < n; i++)              System.out.print(arr[i] + " ");          System.out.println("");      }        public static void main(String[] args)      {          RearrangeArray rearrange = new RearrangeArray();          //int arr[n] = {-5, 3, 4, 5, -6, -2, 8, 9, -1, -4};          //int arr[] = {-5, -3, -4, -5, -6, 2 , 8, 9, 1 , 4};          //int arr[] = {5, 3, 4, 2, 1, -2 , -8, -9, -1 , -4};          //int arr[] = {-5, 3, -4, -7, -1, -2 , -8, -9, 1 , -4};          int arr[] = {-5, -2, 5, 2, 4, 7, 1, 8, 0, -8};          int n = arr.length;            System.out.println("Given array is ");          rearrange.printArray(arr, n);            rearrange.rearrange(arr, n);            System.out.println("RearrangeD array is ");          rearrange.printArray(arr, n);      }  } |

**Output:**

Given array is

-5 -2 5 2 4 7 1 8 0 -8

Rearranged array is

-5 5 -2 2 -8 4 7 1 8 0

**6) Minimum swaps required to bring all elements less than or equal to k together**

|  |
| --- |
| import java.lang.\*;    class GFG {    // Utility function to find minimum swaps  // required to club all elements less than  // or equals to k together  static int minSwap(int arr[], int n, int k) {        // Find count of elements which are      // less than equals to k      int count = 0;      for (int i = 0; i < n; ++i)      if (arr[i] <= k)          ++count;        // Find unwanted elements in current      // window of size 'count'      int bad = 0;      for (int i = 0; i < count; ++i)      if (arr[i] > k)          ++bad;        // Initialize answer with 'bad' value of      // current window      int ans = bad;      for (int i = 0, j = count; j < n; ++i, ++j) {        // Decrement count of previous window      if (arr[i] > k)          --bad;        // Increment count of current window      if (arr[j] > k)          ++bad;        // Update ans if count of 'bad'      // is less in current window      ans = Math.min(ans, bad);      }      return ans;  }    // Driver code  public static void main(String[] args)  {      int arr[] = {2, 1, 5, 6, 3};      int n = arr.length;      int k = 3;      System.out.print(minSwap(arr, n, k) + "\n");        int arr1[] = {2, 7, 9, 5, 8, 7, 4};      n = arr1.length;      k = 5;      System.out.print(minSwap(arr1, n, k));  }  } |

**Output :**

1

2

**Time complexity:**O(n)

**7) Rearrange array such that even positioned are greater than odd**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class GFG {    static void assign(int a[], int n) {        // Sort the array      Arrays.sort(a);        int ans[] = new int[n];      int p = 0, q = n - 1;      for (int i = 0; i < n; i++) {        // Assign even indexes with maximum elements      if ((i + 1) % 2 == 0)          ans[i] = a[q--];        // Assign odd indexes with remaining elements      else          ans[i] = a[p++];      }        // Print result      for (int i = 0; i < n; i++)      System.out.print(ans[i] + " ");  }    // Driver code  public static void main(String args[]) {      int A[] = {1, 3, 2, 2, 5};      int n = A.length;      assign(A, n);  }  } |

**Output:**

1 5 2 3 2

**8) Double the first element and move zero to end**

|  |
| --- |
| class GFG {        // function which pushes all      // zeros to end of an array.      static void pushZerosToEnd(int arr[], int n)      {          // Count of non-zero elements          int count = 0;            // Traverse the array. If element          // encountered is non-zero, then          // replace the element at index          // 'count' with this element          for (int i = 0; i < n; i++)              if (arr[i] != 0)                    // here count is incremented                  arr[count++] = arr[i];            // Now all non-zero elements          // have been shifted to front and          // 'count' is set as index of first 0.          // Make all elements 0 from count to end.          while (count < n)              arr[count++] = 0;      }        // function to rearrange the array      //  elements after modification      static void modifyAndRearrangeArr(int arr[], int n)      {          // if 'arr[]' contains a single element          // only          if (n == 1)              return;            // traverse the array          for (int i = 0; i < n - 1; i++) {                // if true, perform the required modification              if ((arr[i] != 0) && (arr[i] == arr[i + 1]))              {                    // double current index value                  arr[i] = 2 \* arr[i];                    // put 0 in the next index                  arr[i + 1] = 0;                    // increment by 1 so as to move two                  // indexes ahead during loop iteration                  i++;              }          }            // push all the zeros at          // the end of 'arr[]'          pushZerosToEnd(arr, n);      }        // function to print the array elements      static void printArray(int arr[], int n)      {          for (int i = 0; i < n; i++)              System.out.print(arr[i] + " ");          System.out.println();      }        // Driver program to test above      public static void main(String[] args)      {          int arr[] = { 0, 2, 2, 2, 0, 6, 6, 0, 0, 8 };          int n = arr.length;            System.out.print("Original array: ");          printArray(arr, n);            modifyAndRearrangeArr(arr, n);            System.out.print("Modified array: ");          printArray(arr, n);      }  } |

Output:

Original array: 0 2 2 2 0 6 6 0 0 8

Modified array: 4 2 12 8 0 0 0 0 0 0

Time Complexity: O(n).

**9) Reorder an array according to given indexes**

|  |
| --- |
| import java.util.Arrays;    class Test  {      static int arr[] = new int[]{50, 40, 70, 60, 90};      static int index[] = new int[]{3,  0,  4,  1,  2};        // Method to reorder elements of arr[] according      // to index[]      static void reorder()      {          int temp[] = new int[arr.length];            // arr[i] should be present at index[i] index          for (int i=0; i<arr.length; i++)              temp[index[i]] = arr[i];            // Copy temp[] to arr[]          for (int i=0; i<arr.length; i++)          {             arr[i]   = temp[i];             index[i] = i;          }      }        // Driver method to test the above function      public static void main(String[] args)      {            reorder();            System.out.println("Reordered array is: ");          System.out.println(Arrays.toString(arr));          System.out.println("Modified Index array is:");          System.out.println(Arrays.toString(index));        }  } |

**Output:**

Reordered array is:

40 60 90 50 70

Modified Index array is:

0 1 2 3 4

**10) Rearrange positive and negative numbers with constant extra space**

|  |
| --- |
| import java.io.\*;    class GFG {      // A utility function to print      // an array of size n      static void printArray(int arr[], int n)      {          for (int i = 0; i < n; i++)              System.out.print(arr[i] + " ");          System.out.println();      }        // Function to Rearrange positive and negative      // numbers in a array      static void RearrangePosNeg(int arr[], int n)      {          int key, j;          for (int i = 1; i < n; i++) {              key = arr[i];                // if current element is positive              // do nothing              if (key > 0)                  continue;                /\* if current element is negative,              shift positive elements of arr[0..i-1],              to one position to their right \*/              j = i - 1;              while (j >= 0 && arr[j] > 0) {                  arr[j + 1] = arr[j];                  j = j - 1;              }                // Put negative element at its right position              arr[j + 1] = key;          }      }        // Driver program      public static void main(String[] args)      {          int arr[] = { -12, 11, -13, -5, 6, -7, 5, -3, -6 };          int n = arr.length;          RearrangePosNeg(arr, n);          printArray(arr, n);      }  } |

**Output:**

-12 -13 -5 -7 -3 -6 11 6 5

Time complexity of above solution is O(n2)

**11) Arrange given numbers to form the biggest number**

|  |
| --- |
| import java.util.\*;    class GFG {        // The main function that prints the      // arrangement with the largest value.      // The function accepts a vector of strings      static void printLargest(Vector<String> arr){            Collections.sort(arr, new Comparator<String>(){            // A comparison function which is used by          // sort() in printLargest()          @Override          public int compare(String X, String Y) {            // first append Y at the end of X          String XY=X + Y;            // then append X at the end of Y          String YX=Y + X;            // Now see which of the two formed numbers          // is greater          return XY.compareTo(YX) > 0 ? -1:1;      }      });        Iterator it = arr.iterator();        while(it.hasNext())          System.out.print(it.next());        }        // driver program      public static void main (String[] args) {            Vector<String> arr;          arr = new Vector<>();            //output should be 6054854654          arr.add("54");          arr.add("546");          arr.add("548");          arr.add("60");          printLargest(arr);      }  } |

**Output:**

6054854654

**12) Rearrange an array such that ‘arr[j]’ becomes ‘i’ if ‘arr[i]’ is ‘j’**

|  |
| --- |
| class RearrangeArray {      // A simple method to rearrange 'arr[0..n-1]' so that 'arr[j]'      // becomes 'i' if 'arr[i]' is 'j'      void rearrangeNaive(int arr[], int n)      {          // Create an auxiliary array of same size          int temp[] = new int[n];          int i;            // Store result in temp[]          for (i = 0; i < n; i++)              temp[arr[i]] = i;            // Copy temp back to arr[]          for (i = 0; i < n; i++)              arr[i] = temp[i];      }        // A utility function to print contents of arr[0..n-1]      void printArray(int arr[], int n)      {          int i;          for (i = 0; i < n; i++) {              System.out.print(arr[i] + " ");          }          System.out.println("");      }        // Driver program to test above functions      public static void main(String[] args)      {          RearrangeArray arrange = new RearrangeArray();          int arr[] = { 1, 3, 0, 2 };          int n = arr.length;            System.out.println("Given array is ");          arrange.printArray(arr, n);            arrange.rearrangeNaive(arr, n);            System.out.println("Modified array is ");          arrange.printArray(arr, n);      }  } |

**Output:**

Given array is

1 3 0 2

Modified array is

2 0 3 1

Time complexity of the above solution is O(n)

**13) Rearrange an array in maximum minimum form**

|  |
| --- |
| import java.util.Arrays;    public class GFG  {      // Prints max at first position, min at second position      // second max at third position, second min at fourth      // position and so on.      static void rearrange(int[] arr, int n)      {          // Auxiliary array to hold modified array          int temp[] = new int[n];            // Indexes of smallest and largest elements          // from remaining array.          int small=0, large=n-1;            // To indicate whether we need to copy rmaining          // largest or remaining smallest at next position          boolean flag = true;            // Store result in temp[]          for (int i=0; i<n; i++)          {              if (flag)                  temp[i] = arr[large--];              else                  temp[i] = arr[small++];                flag = !flag;          }            // Copy temp[] to arr[]          arr = temp.clone();      }        // Driver method to test the above function      public static void main(String[] args)      {          int arr[] = new int[]{1, 2, 3, 4, 5, 6};            System.out.println("Original Array ");          System.out.println(Arrays.toString(arr));            rearrange(arr,arr.length);            System.out.println("Modified Array ");          System.out.println(Arrays.toString(arr));        }  } |

**Output:**

Original Array

1 2 3 4 5 6

Modified Array

6 1 5 2 4 3

**Time Complexity:** O(n)

**14) Rearrange array such that even index elements are smaller and odd index elements are greater**

|  |
| --- |
| class GFG {        static void rearrange(int arr[], int n)      {            int temp;          for (int i = 0; i < n - 1; i++) {              if (i % 2 == 0 && arr[i] > arr[i + 1]) {                  temp = arr[i];                  arr[i] = arr[i + 1];                  arr[i + 1] = temp;              }              if (i % 2 != 0 && arr[i] < arr[i + 1]) {                  temp = arr[i];                  arr[i] = arr[i + 1];                  arr[i + 1] = temp;              }          }      }        /\* Utility that prints out an array in      a line \*/      static void printArray(int arr[], int size)      {          for (int i = 0; i < size; i++)              System.out.print(arr[i] + " ");            System.out.println();      }        // Driver code      public static void main(String[] args)      {          int arr[] = { 6, 4, 2, 1, 8, 3 };          int n = arr.length;            System.out.print("Before rearranging: \n");          printArray(arr, n);            rearrange(arr, n);            System.out.print("After rearranging: \n");          printArray(arr, n);      }  } |

**Output:**

Before rearranging:

6 4 2 1 8 3

After rearranging:

4 6 1 8 2 3

**Time Complexity :**O(n)

**15) Positive elements at even and negative at odd positions (Relative order not maintained)**

|  |
| --- |
| import java.io.\*;    class GFG {    static void rearrange(int a[], int size)  {    int positive = 0, negative = 1, temp;        while (true) {        /\* Move forward the positive pointer till      negative number number not encountered \*/      while (positive < size && a[positive] >= 0)          positive += 2;        /\* Move forward the negative pointer till          positive number number not encountered \*/      while (negative < size && a[negative] <= 0)          negative += 2;        // Swap array elements to fix their position.      if (positive < size && negative < size) {          temp = a[positive];          a[positive] = a[negative];          a[negative] = temp;      }        /\* Break from the while loop when any index      exceeds the size of the array \*/      else          break;      }  }    // Driver code  public static void main(String args[]) {      int arr[] = {1, -3, 5, 6, -3, 6, 7, -4, 9, 10};      int n = arr.length;        rearrange(arr, n);      for (int i = 0; i < n; i++)      System.out.print(arr[i] + " ");  }  } |

**Output:**

1 -3 5 -3 6 6 7 -4 9 10

**16) Replace every array element by multiplication of previous and next**

|  |
| --- |
| import java.io.\*;  import java.util.\*;  import java.lang.Math;    class Multipy  {     static void modify(int arr[], int n)      {          // Nothing to do when array size is 1          if (n <= 1)              return;            // store current value of arr[0] and update it          int prev = arr[0];          arr[0] = arr[0] \* arr[1];            // Update rest of the array elements          for (int i=1; i<n-1; i++)          {              // Store current value of next interation              int curr = arr[i];                // Update current value using previos value              arr[i] = prev \* arr[i+1];                // Update previous value              prev = curr;          }            // Update last array element          arr[n-1] = prev \* arr[n-1];      }        // Driver program to test above function      public static void main(String[] args)      {          int arr[] = {2, 3, 4, 5, 6};          int n = arr.length;          modify(arr, n);          for (int i=0; i<n; i++)           System.out.print(arr[i]+" ");      }  } |

Output:

6 8 15 24 30

**17) Shuffle a given array using Fisher–Yates shuffle Algorithm**

|  |
| --- |
| import java.util.Random;  import java.util.Arrays;  public class ShuffleRand  {      // A Function to generate a random permutation of arr[]      static void randomize( int arr[], int n)      {          // Creating a object for Random class          Random r = new Random();            // Start from the last element and swap one by one. We don't          // need to run for the first element that's why i > 0          for (int i = n-1; i > 0; i--) {                // Pick a random index from 0 to i              int j = r.nextInt(i+1);                // Swap arr[i] with the element at random index              int temp = arr[i];              arr[i] = arr[j];              arr[j] = temp;          }          // Prints the random array          System.out.println(Arrays.toString(arr));      }        // Driver Program to test above function      public static void main(String[] args)      {             int[] arr = {1, 2, 3, 4, 5, 6, 7, 8};           int n = arr.length;           randomize (arr, n);      }  } |

**Output :**

7 8 4 6 3 1 2 5

The above function assumes that rand() generates a random number.

**Time Complexity:** O(n)

**Order Statistics :**

**Examples:**

**1) K’th Smallest/Largest Element in Unsorted Array**

class GFG

{

// Function to return k'th smallest

// element in a given array

public static int kthSmallest(Integer [] arr,

int k)

{

// Sort the given array

Arrays.sort(arr);

// Return k'th element in

// the sorted array

return arr[k-1];

}

// driver program

public static void main(String[] args)

{

Integer arr[] = new Integer[]{12, 3, 5, 7, 19};

int k = 2;

System.out.print( "K'th smallest element is "+

kthSmallest(arr, k) );

}

}

Output:

K'th smallest element is 5

**2) Program for Mean and median of an unsorted array**

import java.util.\*;

class GFG

{

// Function for calculating mean

public static double findMean(int a[], int n)

{

int sum = 0;

for (int i = 0; i < n; i++)

sum += a[i];

return (double)sum / (double)n;

}

// Function for calculating median

public static double findMedian(int a[], int n)

{

// First we sort the array

Arrays.sort(a);

// check for even case

if (n % 2 != 0)

return (double)a[n / 2];

return (double)(a[(n - 1) / 2] + a[n / 2]) / 2.0;

}

// Driver program

public static void main(String args[])

{

int a[] = { 1, 3, 4, 2, 7, 5, 8, 6 };

int n = a.length;

System.out.println("Mean = " + findMean(a, n));

System.out.println("Median = " + findMedian(a, n));

}

}

Output:

Mean = 4.5

Median = 4.5

**3) Minimum product of k integers in an array of positive Integers**

import java.util.PriorityQueue;

class GFG

{

public static int minProduct(int[] arr, int n, int k)

{

PriorityQueue<Integer> pq = new PriorityQueue<>();

for (int i = 0; i < n; i++)

pq.add(arr[i]);

int count = 0, ans = 1;

// One by one extract items

while(pq.isEmpty() == false && count < k)

{

ans = ans \* pq.element();

pq.remove();

count++;

}

return ans;

}

// Driver Code

public static void main(String[] args)

{

int arr[] = {198, 76, 544, 123, 154, 675};

int k = 2;

int n = arr.length;

System.out.print("Minimum product is " +

minProduct(arr, n, k));

}

}

Output:

Minimum product is 9348

**4) k largest(or smallest) elements in an array | added Min Heap method**

|  |
| --- |
| import java.util.Arrays;  import java.util.Collections;    class GFG {      public static void kLargest(Integer[] arr, int k)      {          // Sort the given array arr in reverse order          // This method doesn't work with primitive data          // types. So, instead of int, Integer type          // array will be used          Arrays.sort(arr, Collections.reverseOrder());            // Print the first kth largest elements          for (int i = 0; i < k; i++)              System.out.print(arr[i] + " ");      }        public static void main(String[] args)      {          Integer arr[] = new Integer[] { 1, 23, 12, 9,                                          30, 2, 50 };          int k = 3;          kLargest(arr, k);      }  } |

**Output:**

50 30 23

**Time complexity:** O(nlogn)

**5) Find all elements in array which have at-least two greater elements**

|  |
| --- |
| import java.util.\*;  import java.io.\*;    class GFG  {    static void findElements(int arr[],                              int n)  {      // Pick elements one by one      // and count greater elements.      // If count is more than 2,      // print that element.      for (int i = 0; i < n; i++)      {          int count = 0;            for (int j = 0; j < n; j++)              if (arr[j] > arr[i])                  count++;            if (count >= 2)          System.out.print(arr[i] + " ");      }  }    // Driver code  public static void main(String args[])  {      int arr[] = { 2, -6 ,3 , 5, 1};      int n = arr.length;      findElements(arr, n);  }  } |

**Output :**

2 -6 1

**Time Complexity :** O(n2)

**6) Median of Stream of Running Integers using STL**

|  |
| --- |
| import java.util.Collections;  import java.util.PriorityQueue;    public class MedianMaintain  {        // method to calculate med of stream      public static void printMedian(int[] a)      {            double med = a[0];            // max heap to store the smaller half elements          PriorityQueue<Integer> smaller = new PriorityQueue<>          (Collections.reverseOrder());            // min heap to store the greater half elements          PriorityQueue<Integer> greater = new PriorityQueue<>();            smaller.add(a[0]);          System.out.println(med);            // reading elements of stream one by one          /\* At any time we try to make heaps balanced and              their sizes differ by at-most 1. If heaps are              balanced,then we declare median as average of              min\_heap\_right.top() and max\_heap\_left.top()              If heaps are unbalanced,then median is defined              as the top element of heap of larger size \*/          for(int i = 1; i < a.length; i++)          {                int x = a[i];                // case1(left side heap has more elements)              if(smaller.size() > greater.size())              {                  if(x < med)                  {                      greater.add(smaller.remove());                      smaller.add(x);                  }                  else                      greater.add(x);                  med = (double)(smaller.peek() + greater.peek())/2;              }                // case2(both heaps are balanced)              else if(smaller.size() == greater.size())              {                  if(x < med)                  {                      smaller.add(x);                      med = (double)smaller.peek();                  }                  else                  {                      greater.add(x);                      med = (double)greater.peek();                  }              }                // case3(right side heap has more elements)              else              {                  if(x > med)                  {                      smaller.add(greater.remove());                      greater.add(x);                  }                  else                      smaller.add(x);                  med = (double)(smaller.peek() + greater.peek())/2;                }              System.out.println(med);          }      }        // Driver code      public static void main(String []args)      {            // stream of integers          int[] arr = new int[]{5, 15, 10, 20, 3};          printMedian(arr);      }  } |

**Output:**

5

10

10

12.5

10

**Time Complexity:** O(n Log n)

**7) K-th Largest Sum Contiguous Subarray**

|  |
| --- |
| import java.util.\*;    class KthLargestSumSubArray  {      // function to calculate kth largest      // element in contiguous subarray sum      static int kthLargestSum(int arr[], int n, int k)      {          // array to store predix sums          int sum[] = new int[n + 1];          sum[0] = 0;          sum[1] = arr[0];          for (int i = 2; i <= n; i++)              sum[i] = sum[i - 1] + arr[i - 1];            // priority\_queue of min heap          PriorityQueue<Integer> Q = new PriorityQueue<Integer> ();            // loop to calculate the contigous subarray          // sum position-wise          for (int i = 1; i <= n; i++)          {                // loop to traverse all positions that              // form contiguous subarray              for (int j = i; j <= n; j++)              {                  // calculates the contiguous subarray                  // sum from j to i index                  int x = sum[j] - sum[i - 1];                    // if queue has less then k elements,                  // then simply push it                  if (Q.size() < k)                      Q.add(x);                    else                  {                      // it the min heap has equal to                      // k elements then just check                      // if the largest kth element is                      // smaller than x then insert                      // else its of no use                      if (Q.peek() < x)                      {                          Q.poll();                          Q.add(x);                      }                  }              }          }            // the top element will be then kth          // largest element          return Q.poll();      }        // Driver Code      public static void main(String[] args)      {          int a[] = new int[]{ 10, -10, 20, -40 };          int n = a.length;          int k = 6;            // calls the function to find out the          // k-th largest sum          System.out.println(kthLargestSum(a, n, k));      }  } |

**Output:**

-10

**Time complexity:** O(n^2 log (k))

**8) K maximum sum combinations from two arrays**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class GFG {        // function to display first K      // maximum sum combinations      static void KMaxCombinations(int A[], int B[], int N,                                                     int K)      {          // max heap.          PriorityQueue<Integer> pq =                              new PriorityQueue<Integer>(Collections.reverseOrder());            // insert all the possible          // combinations in max heap.          for (int i = 0; i < N; i++)              for (int j = 0; j < N; j++)                  pq.add(A[i] + B[j]);            // pop first N elements          // from max heap and          // display them.          int count = 0;            while (count < K)          {              System.out.println(pq.peek());              pq.remove();              count++;          }      }        public static void main (String[] args)      {          int A[] = { 4, 2, 5, 1 };          int B[] = { 8, 0, 5, 3 };          int N = A.length;          int K = 3;            NMaxCombinations(A, B, N, K);        }  } |

Output:

13

12

10

**Time Complexity :**O(N^2)

**9) K maximum sums of non-overlapping contiguous sub-arrays**

|  |
| --- |
| class GFG {        // Method to compute k maximum      // sub-array sums.      static void kmax(int arr[], int k, int n) {            // In each iteration it will give          // the ith maximum subarray sum.          for(int c = 0; c < k; c++)          {              // Kadane's algorithm.              int max\_so\_far = Integer.MIN\_VALUE;              int max\_here = 0;                // compute starting and ending              // index of each of the sub-array.              int start = 0, end = 0, s = 0;              for(int i = 0; i < n; i++)              {                  max\_here += arr[i];                  if (max\_so\_far < max\_here)                  {                      max\_so\_far = max\_here;                      start = s;                      end = i;                  }                  if (max\_here < 0)                      {                      max\_here = 0;                      s = i + 1;                  }              }                // Print out the result.              System.out.println("Maximum non-overlapping sub-arraysum" +                                  (c + 1) + ": " +  max\_so\_far +                                  ", starting index: " + start +                                  ", ending index: " + end + ".");                // Replace all elements of the maximum subarray              // by -infinity. Hence these places cannot form              // maximum sum subarray again.              for (int l = start; l <= end; l++)                  arr[l] = Integer.MIN\_VALUE;          }          System.out.println();      }        // Driver Program      public static void main(String[] args)      {          // Test case 1          int arr1[] = {4, 1, 1, -1, -3, -5,                              6, 2, -6, -2};          int k1 = 3;          int n1 = arr1.length;            // Function calling          kmax(arr1, k1, n1);            // Test case 2          int arr2[] = {5, 1, 2, -6, 2, -1, 3, 1};          int k2 = 2;          int n2 = arr2.length;            // Function calling          kmax(arr2, k2, n2);      }  } |

Output:

Maximum non-overlapping sub-array sum1: 8, starting index: 6, ending index: 7.

Maximum non-overlapping sub-array sum2: 6, starting index: 0, ending index: 2.

Maximum non-overlapping sub-array sum3: -1, starting index: 3, ending index: 3.

Maximum non-overlapping sub-array sum1: 8, starting index: 0, ending index: 2.

Maximum non-overlapping sub-array sum2: 5, starting index: 4, ending index: 7.

**Time Complexity:** The outer loop runs for k times and kadane’s algorithm in each iteration runs in linear time O(n). Hence the overall time complexity is O(k\*n).

**10) k smallest elements in same order using O(1) extra space**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;    public class GfG {      // Function to print smallest k numbers      // in arr[0..n-1]      public static void printSmall(int arr[], int n, int k)      {          // For each arr[i] find whether          // it is a part of n-smallest          // with insertion sort concept          for (int i = k; i < n; ++i) {              // Find largest from top n-element              int max\_var = arr[k - 1];              int pos = k - 1;              for (int j = k - 2; j >= 0; j--) {                  if (arr[j] > max\_var) {                      max\_var = arr[j];                      pos = j;                  }              }                // If largest is greater than arr[i]              // shift all element one place left              if (max\_var > arr[i]) {                  int j = pos;                  while (j < k - 1) {                      arr[j] = arr[j + 1];                      j++;                  }                  // make arr[k-1] = arr[i]                  arr[k - 1] = arr[i];              }          }          // print result          for (int i = 0; i < k; i++)              System.out.print(arr[i] + " ");      }        // Driver function      public static void main(String argc[])      {          int[] arr = { 1, 5, 8, 9, 6, 7, 3, 4, 2, 0 };          int n = 10;          int k = 5;          printSmall(arr, n, k);      }    } |

Output :

1 3 4 2 0

**11) k smallest elements in same order using O(1) extra space**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;    public class GfG {      // Function to print smallest k numbers      // in arr[0..n-1]      public static void printSmall(int arr[], int n, int k)      {          // For each arr[i] find whether          // it is a part of n-smallest          // with insertion sort concept          for (int i = k; i < n; ++i) {              // Find largest from top n-element              int max\_var = arr[k - 1];              int pos = k - 1;              for (int j = k - 2; j >= 0; j--) {                  if (arr[j] > max\_var) {                      max\_var = arr[j];                      pos = j;                  }              }                // If largest is greater than arr[i]              // shift all element one place left              if (max\_var > arr[i]) {                  int j = pos;                  while (j < k - 1) {                      arr[j] = arr[j + 1];                      j++;                  }                  // make arr[k-1] = arr[i]                  arr[k - 1] = arr[i];              }          }          // print result          for (int i = 0; i < k; i++)              System.out.print(arr[i] + " ");      }        // Driver function      public static void main(String argc[])      {          int[] arr = { 1, 5, 8, 9, 6, 7, 3, 4, 2, 0 };          int n = 10;          int k = 5;          printSmall(arr, n, k);      }    } |

Output :

1 3 4 2 0

**12) Find k pairs with smallest sums in two arrays**

|  |
| --- |
| import java.io.\*;    class KSmallestPair  {      // Function to find k pairs with least sum such      // that one elemennt of a pair is from arr1[] and      // other element is from arr2[]      static void kSmallestPair(int arr1[], int n1, int arr2[],                                              int n2, int k)      {          if (k > n1\*n2)          {              System.out.print("k pairs don't exist");              return ;          }            // Stores current index in arr2[] for          // every element of arr1[]. Initially          // all values are considered 0.          // Here current index is the index before          // which all elements are considered as          // part of output.          int index2[] = new int[n1];            while (k > 0)          {              // Initialize current pair sum as infinite              int min\_sum = Integer.MAX\_VALUE;              int min\_index = 0;                // To pick next pair, traverse for all              // elements of arr1[], for every element, find              // corresponding current element in arr2[] and              // pick minimum of all formed pairs.              for (int i1 = 0; i1 < n1; i1++)              {                  // Check if current element of arr1[] plus                  // element of array2 to be used gives                  // minimum sum                  if (index2[i1] < n2 &&                      arr1[i1] + arr2[index2[i1]] < min\_sum)                  {                      // Update index that gives minimum                      min\_index = i1;                        // update minimum sum                      min\_sum = arr1[i1] + arr2[index2[i1]];                  }              }                System.out.print("(" + arr1[min\_index] + ", " +                              arr2[index2[min\_index]]+ ") ");                index2[min\_index]++;              k--;          }      }        // Driver code      public static void main (String[] args)      {          int arr1[] = {1, 3, 11};          int n1 = arr1.length;            int arr2[] = {2, 4, 8};          int n2 = arr2.length;            int k = 4;          kSmallestPair( arr1, n1, arr2, n2, k);      }  } |

**Output:**

(1, 2) (1, 4) (3, 2) (3, 4)

**Time Complexity :**O(k\*n1)

**13) Absolute Difference of even and odd indexed elements in an Array**

|  |
| --- |
| public class GFG{        // Function to calculate absolute difference      static void EvenOddAbsoluteDifference(int arr[], int n)      {          int even = 0;          int odd = 0;            for (int i = 0; i < n; i++) {                // Loop to find even, odd absolute difference              if (i % 2 == 0)                  even = Math.abs(even - arr[i]);              else                  odd = Math.abs(odd - arr[i]);          }            System.out.println("Even Index absolute difference : " + even);          System.out.println("Odd Index absolute difference : " + odd);      }           // Driver Code       public static void main(String []args){                  int arr[] = { 1, 2, 3, 4, 5, 6 };                int n = arr.length;                 EvenOddAbsoluteDifference(arr, n);       }       } |

**Output:**

Even Index absolute difference : 3

Odd Index absolute difference : 4

**Time complexity :** O(n)

**14) Find the smallest missing number**

|  |
| --- |
| class SmallestMissing  {      int findFirstMissing(int array[], int start, int end)      {          if (start > end)              return end + 1;            if (start != array[start])              return start;            int mid = (start + end) / 2;            // Left half has all elements from 0 to mid          if (array[mid] == mid)              return findFirstMissing(array, mid+1, end);            return findFirstMissing(array, start, mid);      }        // Driver program to test the above function      public static void main(String[] args)      {          SmallestMissing small = new SmallestMissing();          int arr[] = {0, 1, 2, 3, 4, 5, 6, 7, 10};          int n = arr.length;          System.out.println("First Missing element is : "                  + small.findFirstMissing(arr, 0, n - 1));      }  } |

**Output:**

Smallest missing element is 8

**Note:**This method doesn’t work if there are duplicate elements in the array.

**Time Complexity:** O(Logn)

**15) Maximum sum such that no two elements are adjacent**

|  |
| --- |
| class MaximumSum  {      /\*Function to return max sum such that no two elements        are adjacent \*/      int FindMaxSum(int arr[], int n)      {          int incl = arr[0];          int excl = 0;          int excl\_new;          int i;            for (i = 1; i < n; i++)          {              /\* current max excluding i \*/              excl\_new = (incl > excl) ? incl : excl;                /\* current max including i \*/              incl = excl + arr[i];              excl = excl\_new;          }            /\* return max of incl and excl \*/          return ((incl > excl) ? incl : excl);      }        // Driver program to test above functions      public static void main(String[] args)      {          MaximumSum sum = new MaximumSum();          int arr[] = new int[]{5, 5, 10, 100, 10, 5};          System.out.println(sum.FindMaxSum(arr, arr.length));      }  } |

Output:

110

**Time Complexity:**O(n)

**16) Maximum and minimum of an array using minimum number of comparisons**

|  |
| --- |
| public class GFG {  /\* Class Pair is used to return two values from getMinMax() \*/      static class Pair {            int min;          int max;      }        static Pair getMinMax(int arr[], int n) {          Pair minmax = new  Pair();          int i;            /\*If there is only one element then return it as min and max both\*/          if (n == 1) {              minmax.max = arr[0];              minmax.min = arr[0];              return minmax;          }            /\* If there are more than one elements, then initialize min      and max\*/          if (arr[0] > arr[1]) {              minmax.max = arr[0];              minmax.min = arr[1];          } else {              minmax.max = arr[1];              minmax.min = arr[0];          }            for (i = 2; i < n; i++) {              if (arr[i] > minmax.max) {                  minmax.max = arr[i];              } else if (arr[i] < minmax.min) {                  minmax.min = arr[i];              }          }            return minmax;      }        /\* Driver program to test above function \*/      public static void main(String args[]) {          int arr[] = {1000, 11, 445, 1, 330, 3000};          int arr\_size = 6;          Pair minmax = getMinMax(arr, arr\_size);          System.out.printf("\nMinimum element is %d", minmax.min);          System.out.printf("\nMaximum element is %d", minmax.max);        }    } |

**Output:**

Minimum element is 1

Maximum element is 3000

Time Complexity: O(n)

**Range Queries :**

**Examples:**

**1) MO’s Algorithm (Query Square Root Decomposition)**

import java.util.\*;

// Class to represent a query range

class Query{

int L;

int R;

Query(int L, int R){

this.L = L;

this.R = R;

}

}

class MO{

// Prints sum of all query ranges. m is number of queries

// n is size of array a[].

static void queryResults(int a[], int n, ArrayList<Query> q, int m){

// Find block size

int block = (int) Math.sqrt(n);

// Sort all queries so that queries of same blocks

// are arranged together.

Collections.sort(q, new Comparator<Query>(){

// Function used to sort all queries so that all queries

// of the same block are arranged together and within a block,

// queries are sorted in increasing order of R values.

public int compare(Query x, Query y){

// Different blocks, sort by block.

if (x.L/block != y.L/block)

return (x.L < y.L ? -1 : 1);

// Same block, sort by R value

return (x.R < y.R ? -1 : 1);

}

});

// Initialize current L, current R and current sum

int currL = 0, currR = 0;

int currSum = 0;

// Traverse through all queries

for (int i=0; i<m; i++)

{

// L and R values of current range

int L = q.get(i).L, R = q.get(i).R;

// Remove extra elements of previous range. For

// example if previous range is [0, 3] and current

// range is [2, 5], then a[0] and a[1] are subtracted

while (currL < L)

{

currSum -= a[currL];

currL++;

}

// Add Elements of current Range

while (currL > L)

{

currSum += a[currL-1];

currL--;

}

while (currR <= R)

{

currSum += a[currR];

currR++;

}

// Remove elements of previous range.  For example

// when previous range is [0, 10] and current range

// is [3, 8], then a[9] and a[10] are subtracted

while (currR > R+1)

{

currSum -= a[currR-1];

currR--;

}

// Print sum of current range

System.out.println("Sum of [" + L +

", " + R + "] is "  + currSum);

}

}

// Driver program

public static void main(String argv[]){

ArrayList<Query> q = new ArrayList<Query>();

q.add(new Query(0,4));

q.add(new Query(1,3));

q.add(new Query(2,4));

int a[] = {1, 1, 2, 1, 3, 4, 5, 2, 8};

queryResults(a, a.length, q, q.size());

}

}

Output:

Sum of [1, 3] is 4

Sum of [0, 4] is 8

Sum of [2, 4] is 6

**2) Sqrt (or Square Root) Decomposition Technique**

import java.util.\*;

class GFG

{

static int MAXN = 10000;

static int SQRSIZE = 100;

static int []arr = new int[MAXN];             // original array

static int []block = new int[SQRSIZE];         // decomposed array

static int blk\_sz;                             // block size

// Time Complexity : O(1)

static void update(int idx, int val)

{

int blockNumber = idx / blk\_sz;

block[blockNumber] += val - arr[idx];

arr[idx] = val;

}

// Time Complexity : O(sqrt(n))

static int query(int l, int r)

{

int sum = 0;

while (l < r && l % blk\_sz != 0 && l != 0)

{

// traversing first block in range

sum += arr[l];

l++;

}

while (l+blk\_sz <= r)

{

// traversing completely

// overlapped blocks in range

sum += block[l / blk\_sz];

l += blk\_sz;

}

while (l <= r)

{

// traversing last block in range

sum += arr[l];

l++;

}

return sum;

}

// Fills values in input[]

static void preprocess(int input[], int n)

{

// initiating block pointer

int blk\_idx = -1;

// calculating size of block

blk\_sz = (int) Math.sqrt(n);

// building the decomposed array

for (int i = 0; i < n; i++)

{

arr[i] = input[i];

if (i % blk\_sz == 0)

{

// entering next block

// incementing block pointer

blk\_idx++;

}

block[blk\_idx] += arr[i];

}

}

// Driver code

public static void main(String[] args)

{

// We have used separate array for input because

// the purpose of this code is to explain SQRT

// decomposition in competitive programming where

// we have multiple inputs.

int input[] = {1, 5, 2, 4, 6, 1, 3, 5, 7, 10};

int n = input.length;

preprocess(input, n);

System.out.println("query(3, 8) : " +

query(3, 8));

System.out.println("query(1, 6) : " +

query(1, 6));

update(8, 0);

System.out.println("query(8, 8) : " +

query(8, 8));

}

}

Output:

query(3,8) : 26

query(1,6) : 21

query(8,8) : 0

**3) Range LCM Queries**

class GFG

{

static final int MAX = 1000;

// allocate space for tree

static int tree[] = new int[4 \* MAX];

// declaring the array globally

static int arr[] = new int[MAX];

// Function to return gcd of a and b

static int gcd(int a, int b) {

if (a == 0) {

return b;

}

return gcd(b % a, a);

}

// utility function to find lcm

static int lcm(int a, int b)

{

return a \* b / gcd(a, b);

}

// Function to build the segment tree

// Node starts beginning index

// of current subtree. start and end

// are indexes in arr[] which is global

static void build(int node, int start, int end)

{

// If there is only one element

// in current subarray

if (start == end)

{

tree[node] = arr[start];

return;

}

int mid = (start + end) / 2;

// build left and right segments

build(2 \* node, start, mid);

build(2 \* node + 1, mid + 1, end);

// build the parent

int left\_lcm = tree[2 \* node];

int right\_lcm = tree[2 \* node + 1];

tree[node] = lcm(left\_lcm, right\_lcm);

}

// Function to make queries for

// array range )l, r). Node is index

// of root of current segment in segment

// tree (Note that indexes in segment

// tree begin with 1 for simplicity).

// start and end are indexes of subarray

// covered by root of current segment.

static int query(int node, int start,

int end, int l, int r)

{

// Completely outside the segment, returning

// 1 will not affect the lcm;

if (end < l || start > r)

{

return 1;

}

// completely inside the segment

if (l <= start && r >= end)

{

return tree[node];

}

// partially inside

int mid = (start + end) / 2;

int left\_lcm = query(2 \* node, start, mid, l, r);

int right\_lcm = query(2 \* node + 1, mid + 1, end, l, r);

return lcm(left\_lcm, right\_lcm);

}

// Driver code

public static void main(String[] args)

{

//initialize the array

arr[0] = 5;

arr[1] = 7;

arr[2] = 5;

arr[3] = 2;

arr[4] = 10;

arr[5] = 12;

arr[6] = 11;

arr[7] = 17;

arr[8] = 14;

arr[9] = 1;

arr[10] = 44;

// build the segment tree

build(1, 0, 10);

// Now we can answer each query efficiently

// Print LCM of (2, 5)

System.out.println(query(1, 0, 10, 2, 5));

// Print LCM of (5, 10)

System.out.println(query(1, 0, 10, 5, 10));

// Print LCM of (0, 10)

System.out.println(query(1, 0, 10, 0, 10));

}

}

Output:

60

15708

78540

**4) GCDs of given index ranges in an array**

import java.io.\*;

public class Main

{

private static int[] st; // Array to store segment tree

/\* Function to construct segment tree from given array.

This function allocates memory for segment tree and

calls constructSTUtil() to fill the allocated memory \*/

public static int[] constructSegmentTree(int[] arr)

{

int height = (int)Math.ceil(Math.log(arr.length)/Math.log(2));

int size = 2\*(int)Math.pow(2, height)-1;

st = new int[size];

constructST(arr, 0, arr.length-1, 0);

return st;

}

// A recursive function that constructs Segment

// Tree for array[ss..se]. si is index of current

// node in segment tree st

public static int constructST(int[] arr, int ss,

int se, int si)

{

if (ss==se)

{

st[si] = arr[ss];

return st[si];

}

int mid = ss+(se-ss)/2;

st[si] = gcd(constructST(arr, ss, mid, si\*2+1),

constructST(arr, mid+1, se, si\*2+2));

return st[si];

}

// Function to find gcd of 2 numbers.

private static int gcd(int a, int b)

{

if (a < b)

{

// If b greater than a swap a and b

int temp = b;

b = a;

a = temp;

}

if (b==0)

return a;

return gcd(b,a%b);

}

//Finding The gcd of given Range

public static int findRangeGcd(int ss, int se, int[] arr)

{

int n = arr.length;

if (ss<0 || se > n-1 || ss>se)

throw new IllegalArgumentException("Invalid arguments");

return findGcd(0, n-1, ss, se, 0);

}

/\*  A recursive function to get gcd of given

range of array indexes. The following are parameters for

this function.

st    --> Pointer to segment tree

si --> Index of current node in the segment tree. Initially

0 is passed as root is always at index 0

ss & se  --> Starting and ending indexes of the segment

represented by current node, i.e., st[si]

qs & qe  --> Starting and ending indexes of query range \*/

public static int findGcd(int ss, int se, int qs, int qe, int si)

{

if (ss>qe || se < qs)

return 0;

if (qs<=ss && qe>=se)

return st[si];

int mid = ss+(se-ss)/2;

return gcd(findGcd(ss, mid, qs, qe, si\*2+1),

findGcd(mid+1, se, qs, qe, si\*2+2));

}

// Driver Code

public static void main(String[] args)throws IOException

{

int[] a = {2, 3, 6, 9, 5};

constructSegmentTree(a);

int l = 1; // Starting index of range.

int r = 3; //Last index of range.

System.out.print("GCD of the given range is: ");

System.out.print(findRangeGcd(l, r, a));

}

}

Output:

GCD of the given range is: 3

**5) Sparse Table**

|  |
| --- |
| import java.io.\*;    class GFG {        static int MAX =500;        // lookup[i][j] is going to store minimum      // value in arr[i..j]. Ideally lookup table      // size should not be fixed and should be      // determined using n Log n. It is kept      // constant to keep code simple.      static int [][]lookup = new int[MAX][MAX];        // Fills lookup array lookup[][] in bottom up manner.      static void buildSparseTable(int arr[], int n)      {            // Initialize M for the intervals with length 1          for (int i = 0; i < n; i++)              lookup[i][0] = arr[i];            // Compute values from smaller to bigger intervals          for (int j = 1; (1 << j) <= n; j++) {                // Compute minimum value for all intervals with              // size 2^j              for (int i = 0; (i + (1 << j) - 1) < n; i++) {                    // For arr[2][10], we compare arr[lookup[0][7]]                  // and arr[lookup[3][10]]                  if (lookup[i][j - 1] <                              lookup[i + (1 << (j - 1))][j - 1])                      lookup[i][j] = lookup[i][j - 1];                  else                      lookup[i][j] =                              lookup[i + (1 << (j - 1))][j - 1];              }          }      }        // Returns minimum of arr[L..R]      static int query(int L, int R)      {            // Find highest power of 2 that is smaller          // than or equal to count of elements in given          // range. For [2, 10], j = 3          int j = (int)Math.log(R - L + 1);            // Compute minimum of last 2^j elements with first          // 2^j elements in range.          // For [2, 10], we compare arr[lookup[0][3]] and          // arr[lookup[3][3]],          if (lookup[L][j] <= lookup[R - (1 << j) + 1][j])              return lookup[L][j];            else              return lookup[R - (1 << j) + 1][j];      }        // Driver program      public static void main (String[] args)      {          int a[] = { 7, 2, 3, 0, 5, 10, 3, 12, 18 };          int n = a.length;            buildSparseTable(a, n);            System.out.println(query(0, 4));          System.out.println(query(4, 7));          System.out.println(query(7, 8));        }  } |

Output:

Minimum of [0, 4] is 0

Minimum of [4, 7] is 3

Minimum of [7, 8] is 12

So sparse table method supports query operation in O(1) time with O(n Log n) preprocessing time and O(n Log n) space.

**6) Range sum query using Sparse Table**

|  |
| --- |
| class GFG  {    // Because 2^17 is larger than 10^5  static int k = 16;    // Maximum value of array  static int N = 100000;    // k + 1 because we need  // to access table[r][k]  static long table[][] = new long[N][k + 1];    // it builds sparse table.  static void buildSparseTable(int arr[],                               int n)  {      for (int i = 0; i < n; i++)          table[i][0] = arr[i];        for (int j = 1; j <= k; j++)          for (int i = 0; i <= n - (1 << j); i++)              table[i][j] = table[i][j - 1] +              table[i + (1 << (j - 1))][j - 1];  }    // Returns the sum of the  // elements in the range L and R.  static long query(int L, int R)  {      // boundaries of next query,      // 0-indexed      long answer = 0;      for (int j = k; j >= 0; j--)      {          if (L + (1 << j) - 1 <= R)          {              answer = answer + table[L][j];                // instead of having L', we              // increment L directly              L += 1 << j;          }      }      return answer;  }    // Driver Code  public static void main(String args[])  {      int arr[] = { 3, 7, 2, 5, 8, 9 };      int n = arr.length;        buildSparseTable(arr, n);        System.out.println(query(0, 5));      System.out.println(query(3, 5));      System.out.println(query(2, 4));  }  }    // This code is contributed  // by Kirti\_Mangal |

**Output:**

34

22

15

This algorithm for answering queries with Sparse Table works in O(k), which is O(log(n)), because we choose minimal k such that 2^k+1 > n.

**7) Range Minimum Query (Square Root Decomposition and Sparse Table)**

|  |
| --- |
| import java.util.\*;    class GFG  {  static int MAX = 500;    // lookup[i][j] is going to store index of  // minimum value in arr[i..j]  static int [][]lookup = new int[MAX][MAX];    // Structure to represent a query range  static class Query  {      int L, R;        public Query(int L, int R)      {          this.L = L;          this.R = R;      }  };    // Fills lookup array lookup[n][n] for  // all possible values of query ranges  static void preprocess(int arr[], int n)  {      // Initialize lookup[][] for      // the intervals with length 1      for (int i = 0; i < n; i++)          lookup[i][i] = i;        // Fill rest of the entries in bottom up manner      for (int i = 0; i < n; i++)      {          for (int j = i + 1; j < n; j++)            // To find minimum of [0,4],          // we compare minimum of          // arr[lookup[0][3]] with arr[4].          if (arr[lookup[i][j - 1]] < arr[j])              lookup[i][j] = lookup[i][j - 1];          else              lookup[i][j] = j;      }  }    // Prints minimum of given m query  // ranges in arr[0..n-1]  static void RMQ(int arr[], int n,                  Query q[], int m)  {      // Fill lookup table for      // all possible input queries      preprocess(arr, n);        // One by one compute sum of all queries      for (int i = 0; i < m; i++)      {          // Left and right boundaries          // of current range          int L = q[i].L, R = q[i].R;            // Print sum of current query range          System.out.println("Minimum of [" + L +                             ", " + R + "] is " +                              arr[lookup[L][R]]);      }  }    // Driver Code  public static void main(String[] args)  {      int a[] = {7, 2, 3, 0, 5, 10, 3, 12, 18};      int n = a.length;      Query q[] = {new Query(0, 4),                   new Query(4, 7),                   new Query(7, 8)};      int m = q.length;      RMQ(a, n, q, m);  }  }    // This code is contributed by 29AjayKumar |

**Output:**

Minimum of [0, 4] is 0

Minimum of [4, 7] is 3

Minimum of [7, 8] is 12

This approach supports query in**O(1)**, but preprocessing takes **O(n2)**time. Also, this approach needs**O(n2)** extra space which may become huge for large input arrays.

**8) Range Queries for Frequencies of array elements**

|  |
| --- |
| class GFG {        // Returns count of element in arr[left-1..right-1]      public static int findFrequency(int arr[], int n,                                  int left, int right,                                        int element)      {          int count = 0;          for (int i = left - 1; i < right; ++i)              if (arr[i] == element)                  ++count;          return count;      }        /\* Driver program to test above function \*/      public static void main(String[] args)      {          int arr[] = {2, 8, 6, 9, 8, 6, 8, 2, 11};          int n = arr.length;            // Print frequency of 2 from position 1 to 6          System.out.println("Frequency of 2 from 1 to 6 = " +               findFrequency(arr, n, 1, 6, 2));            // Print frequency of 8 from position 4 to 9          System.out.println("Frequency of 8 from 4 to 9 = " +               findFrequency(arr, n, 4, 9, 8));        }    } |

**Output:**

Frequency of 2 from 1 to 6 = 1

Frequency of 8 from 4 to 9 = 2

**Time complexity** of this approach is O(right – left + 1) or O(n)

**9) Constant time range add operation on an array**

|  |
| --- |
| import java.io.\*;    class GFG  {      // Utility method to add value val,      // to range [lo, hi]      static void add(int arr[], int N, int lo,                             int hi, int val)      {          arr[lo] += val;          if (hi != N - 1)             arr[hi + 1] -= val;      }        // Utility method to get actual array from      // operation array      static void updateArray(int arr[], int N)      {          // convert array into prefix sum array          for (int i = 1; i < N; i++)              arr[i] += arr[i - 1];      }        // method to print final updated array      static void printArr(int arr[], int N)      {          updateArray(arr, N);          for (int i = 0; i < N; i++)              System.out.print(""+arr[i]+" ");          System.out.print("\n");      }        // Driver code to test above methods      public static void main (String[] args)      {          int N = 6;            int arr[] = new int[N];            // Range add Queries          add(arr, N, 0, 2, 100);          add(arr, N, 1, 5, 100);          add(arr, N, 2, 3, 100);            printArr(arr, N);      }  } |

**Output:**

100 200 300 200 100 100

**10) Queries for GCD of all numbers of an array except elements in a given range**

|  |
| --- |
| import java.util.\*;    class GFG {    // Calculating GCD using euclid algorithm  static int GCD(int a, int b)  {      if (b == 0)      return a;      return GCD(b, a % b);  }    // Filling the prefix and suffix array  static void FillPrefixSuffix(int prefix[],            int arr[], int suffix[], int n)  {      // Filling the prefix array following relation      // prefix(i) = GCD(prefix(i-1), arr(i))      prefix[0] = arr[0];      for (int i = 1; i < n; i++)      prefix[i] = GCD(prefix[i - 1], arr[i]);        // Filling the suffix array folowing the      // relation suffix(i) = GCD(suffix(i+1), arr(i))      suffix[n - 1] = arr[n - 1];        for (int i = n - 2; i >= 0; i--)      suffix[i] = GCD(suffix[i + 1], arr[i]);  }    // To calculate gcd of the numbers outside range  static int GCDoutsideRange(int l, int r,        int prefix[], int suffix[], int n) {        // If l=0, we need to tell GCD of numbers      // from r+1 to n      if (l == 0)      return suffix[r + 1];        // If r=n-1 we need to return the gcd of      // numbers from 1 to l      if (r == n - 1)      return prefix[l - 1];      return GCD(prefix[l - 1], suffix[r + 1]);  }    // Driver code  public static void main(String[] args) {      int arr[] = {2, 6, 9};      int n = arr.length;      int prefix[] = new int[n];      int suffix[] = new int[n];      FillPrefixSuffix(prefix, arr, suffix, n);        int l = 0, r = 0;      System.out.println(GCDoutsideRange               (l, r, prefix, suffix, n));        l = 1;      r = 1;      System.out.println(GCDoutsideRange               (l, r, prefix, suffix, n));        l = 1;      r = 2;      System.out.println(GCDoutsideRange               (l, r, prefix, suffix, n));  }  } |

**Output:**

3

1

2

**11) Count elements which divide all numbers in range L-R**

|  |
| --- |
| import java.io.\*;    class GFG  {    // function to count element  // Time complexity O(n^2) worst case  static int answerQuery(int a[], int n,                         int l, int r)  {      // answer for query      int count = 0;        // 0 based index      l = l - 1;        // iterate for all elements      for (int i = l; i < r; i++)      {          int element = a[i];          int divisors = 0;            // check if the element divides          // all numbers in range          for (int j = l; j < r; j++)          {              // no of elements              if (a[j] % a[i] == 0)                  divisors++;              else                  break;          }            // if all elements are divisible by a[i]          if (divisors == (r - l))              count++;      }        // answer for every query      return count;  }    // Driver Code  public static void main (String[] args)  {      int a[] = { 1, 2, 3, 5 };      int n = a.length;        int l = 1, r = 4;      System.out.println( answerQuery(a, n, l, r));        l = 2; r = 4;      System.out.println( answerQuery(a, n, l, r));  }  } |

**Output:**

1

0

**12) Number whose sum of XOR with given array range is maximum**

|  |
| --- |
| import java.lang.Math;    class GFG {        private static final int MAX = 2147483647;      static int[][] one = new int[100001][32];        // Function to make prefix array which counts      // 1's of each bit up to that number      static void make\_prefix(int A[], int n)      {          for (int j = 0; j < 32; j++)              one[0][j] = 0;            // Making a prefix array which sums          // number of 1's up to that position          for (int i = 1; i <= n; i++)          {              int a = A[i - 1];              for (int j = 0; j < 32; j++)              {                  int x = (int)Math.pow(2, j);                    // If j-th bit of a number is set then                  // add one to previously counted 1's                  if ((a & x) != 0)                      one[i][j] = 1 + one[i - 1][j];                  else                      one[i][j] = one[i - 1][j];              }          }      }        // Function to find X      static int Solve(int L, int R)      {          int l = L, r = R;          int tot\_bits = r - l + 1;            // Initially taking maximum          // value all bits 1          int X = MAX;            // Iterating over each bit          for (int i = 0; i < 31; i++)          {                // get 1's at ith bit between the range              // L-R by subtracting 1's till              // Rth number - 1's till L-1th number              int x = one[r][i] - one[l - 1][i];                // If 1's are more than or equal to 0's              // then unset the ith bit from answer              if (x >= tot\_bits - x)              {                  int ith\_bit = (int)Math.pow(2, i);                    // Set ith bit to 0 by                  // doing Xor with 1                  X = X ^ ith\_bit;              }          }          return X;      }        // Driver program      public static void main(String[] args)      {          // Taking inputs          int n = 5, q = 3;          int A[] = { 210, 11, 48, 22, 133 };          int L[] = { 1, 4, 2 }, R[] = { 3, 14, 4 };            make\_prefix(A, n);            for (int j = 0; j < q; j++)              System.out.println(Solve(L[j], R[j]));      }  } |

**Output :**

2147483629

2147483647

2147483629

**13) Array range queries for searching an element**

|  |
| --- |
| import java.util.\*;    class GFG  {    // Structure to represent a query range  static class Query  {      int L, R, X;        public Query(int L, int R, int X)      {          this.L = L;          this.R = R;          this.X = X;      }  };    static int maxn = 100;    static int []root = new int[maxn];    // Find the root of the group containing  // the element at index x  static int find(int x)  {      if(x == root[x])          return x;      else          return root[x] = find(root[x]);  }    // merge the two groups containing elements  // at indices x and y into one group  static void uni(int x, int y)  {      int p = find(x), q = find(y);      if (p != q)      {          root[p] = root[q];      }  }    static void initialize(int a[], int n,                         Query q[], int m)  {      // make n subsets with every      // element as its root      for (int i = 0; i < n; i++)          root[i] = i;        // consecutive elements equal in value are      // merged into one single group      for (int i = 1; i < n; i++)          if (a[i] == a[i - 1])              uni(i, i - 1);  }    // Driver code  public static void main(String args[])  {      int a[] = { 1, 1, 5, 4, 5 };      int n = a.length;      Query q[] = { new Query(0, 2, 2 ),                    new Query( 1, 4, 1 ),                    new Query( 2, 4, 5 ) };      int m = q.length;      initialize(a, n, q, m);        for (int i = 0; i < m; i++)      {          int flag = 0;          int l = q[i].L, r = q[i].R, x = q[i].X;          int p = r;            while (p >= l)          {                // check if the current element in              // consideration is equal to x or not              // if it is equal, then x exists in the range              if (a[p] == x)              {                  flag = 1;                  break;              }              p = find(p) - 1;          }            // Print if x exists or not          if (flag != 0)              System.out.println(x + " exists between [" +                                 l + ", " + r + "] ");          else              System.out.println(x + " does not exist between [" +                                 l + ", " + r + "] ");      }  }  } |

**Output:**

2 does not exist between [0, 2]

1 exists between [1, 4]

5 exists between [2, 4]

**14) Array range queries for elements with frequency same as value**

|  |
| --- |
| import java.util.HashMap;  import java.util.Map;    class GFG  {      /\* Returns the count of number x with  frequency x in the subarray from  start to end \*/  static int solveQuery(int start, int end, int arr[])  {      // map for frequency of elements      Map<Integer,Integer> mp = new HashMap<>();        // store frequency of each element      // in arr[start; end]      for (int i = start; i <= end; i++)          mp.put(arr[i],mp.get(arr[i]) == null?1:mp.get(arr[i])+1);        // Count elements with same frequency      // as value      int count = 0;      for (Map.Entry<Integer,Integer> entry : mp.entrySet())          if (entry.getKey() == entry.getValue())              count++;      return count;  }    // Driver code  public static void main(String[] args)  {      int A[] = { 1, 2, 2, 3, 3, 3 };      int n = A.length;        // 2D array of queries with 2 columns      int [][]queries = { { 0, 1 },                          { 1, 1 },                          { 0, 2 },                          { 1, 3 },                          { 3, 5 },                          { 0, 5 } };        // calculating number of queries      int q = queries.length;        for (int i = 0; i < q; i++)      {          int start = queries[i][0];          int end = queries[i][1];          System.out.println("Answer for Query " + (i + 1)              + " = " + solveQuery(start,              end, A));      }  }  } |

**Output:**

Answer for Query 1 = 1

Answer for Query 2 = 0

Answer for Query 3 = 2

Answer for Query 4 = 1

Answer for Query 5 = 1

Answer for Query 6 = 3

Time Complexity of this method is O(Q \* N)

**15) Number of indexes with equal elements in given range**

|  |
| --- |
| class GFG {        // function that answers every query      // in O(r-l)      static int answer\_query(int a[], int n,                                int l, int r)      {            // traverse from l to r and count          // the required indexes          int count = 0;          for (int i = l; i < r; i++)              if (a[i] == a[i + 1])                  count += 1;            return count;      }        // Driver Code      public static void main(String[] args)      {          int a[] = {1, 2, 2, 2, 3, 3, 4, 4, 4};          int n = a.length;            // 1-st query          int L, R;          L = 1;          R = 8;            System.out.println(                     answer\_query(a, n, L, R));            // 2nd query          L = 0;          R = 4;          System.out.println(                    answer\_query(a, n, L, R));      }  } |

**Output :**

5

2

**Time Complexity :** O(R – L) for every query

**16) Total numbers with no repeated digits in a range**

|  |
| --- |
| import java.util.LinkedHashSet;    class GFG  {  // Function to check if the given  // number has repeated digit or not  static int repeated\_digit(int n)  {      LinkedHashSet<Integer> s = new LinkedHashSet<>();        // Traversing through each digit      while (n != 0)      {          int d = n % 10;            // if the digit is present          // more than once in the          // number          if (s.contains(d))          {              // return 0 if the number              // has repeated digit              return 0;          }          s.add(d);          n = n / 10;      }        // return 1 if the number has      // no repeated digit      return 1;  }    // Function to find total number  // in the given range which has  // no repeated digit  static int calculate(int L, int R)  {      int answer = 0;        // Traversing through the range      for (int i = L; i < R + 1; ++i)      {            // Add 1 to the answer if i has          // no repeated digit else 0          answer = answer + repeated\_digit(i);      }        return answer;  }    // Driver Code  public static void main(String[] args)  {      int L = 1, R = 100;        // Calling the calculate      System.out.println(calculate(L, R));  }  } |

**Output:**

90

This method will answer each query in **O( N )** time.

**17) Difference Array | Range update query in O(1)**

|  |
| --- |
| class GFG {        // Creates a diff array D[] for A[] and returns      // it after filling initial values.      static void initializeDiffArray(int A[], int D[])      {            int n = A.length;            D[0] = A[0];          D[n] = 0;          for (int i = 1; i < n; i++)              D[i] = A[i] - A[i - 1];      }        // Does range update      static void update(int D[], int l, int r, int x)      {          D[l] += x;          D[r + 1] -= x;      }        // Prints updated Array      static int printArray(int A[], int D[])      {          for (int i = 0; i < A.length; i++) {                if (i == 0)                  A[i] = D[i];                // Note that A[0] or D[0] decides              // values of rest of the elements.              else                  A[i] = D[i] + A[i - 1];                System.out.print(A[i] + " ");          }            System.out.println();            return 0;      }        // Driver Code      public static void main(String[] args)      {          // Array to be updated          int A[] = { 10, 5, 20, 40 };          int n = A.length;          // Create and fill difference Array          // We use one extra space because          // update(l, r, x) updates D[r+1]          int D[] = new int[n + 1];          initializeDiffArray(A, D);            // After below update(l, r, x), the          // elements should become 20, 15, 20, 40          update(D, 0, 1, 10);          printArray(A, D);            // After below updates, the          // array should become 30, 35, 70, 60          update(D, 1, 3, 20);          update(D, 2, 2, 30);            printArray(A, D);      }  } |

Output:

20 15 20 40

20 35 70 60

# 

**Optimization Problems :**

**Examples:**

**1) Maximum profit by buying and selling a share at most twice**

class Profit

{

// Returns maximum profit with two transactions on a given

// list of stock prices, price[0..n-1]

static int maxProfit(int price[], int n)

{

// Create profit array and initialize it as 0

int profit[] = new int[n];

for (int i=0; i<n; i++)

profit[i] = 0;

/\* Get the maximum profit with only one transaction

allowed. After this loop, profit[i] contains maximum

profit from price[i..n-1] using at most one trans. \*/

int max\_price = price[n-1];

for (int i=n-2;i>=0;i--)

{

// max\_price has maximum of price[i..n-1]

if (price[i] > max\_price)

max\_price = price[i];

// we can get profit[i] by taking maximum of:

// a) previous maximum, i.e., profit[i+1]

// b) profit by buying at price[i] and selling at

//    max\_price

profit[i] = Math.max(profit[i+1], max\_price-price[i]);

}

/\* Get the maximum profit with two transactions allowed

After this loop, profit[n-1] contains the result \*/

int min\_price = price[0];

for (int i=1; i<n; i++)

{

// min\_price is minimum price in price[0..i]

if (price[i] < min\_price)

min\_price = price[i];

// Maximum profit is maximum of:

// a) previous maximum, i.e., profit[i-1]

// b) (Buy, Sell) at (min\_price, price[i]) and add

//    profit of other trans. stored in profit[i]

profit[i] = Math.max(profit[i-1], profit[i] +

(price[i]-min\_price) );

}

int result = profit[n-1];

return result;

}

public static void main(String args[])

{

int price[] = {2, 30, 15, 10, 8, 25, 80};

int n = price.length;

System.out.println("Maximum Profit = "+ maxProfit(price, n));

}

Output:

Maximum Profit = 100

**2) Find the minimum distance between two numbers**

class MinimumDistance

{

int minDist(int arr[], int n, int x, int y)

{

int i, j;

int min\_dist = Integer.MAX\_VALUE;

for (i = 0; i < n; i++)

{

for (j = i + 1; j < n; j++)

{

if ((x == arr[i] && y == arr[j]

|| y == arr[i] && x == arr[j])

&& min\_dist > Math.abs(i - j))

min\_dist = Math.abs(i - j);

}

}

return min\_dist;

}

public static void main(String[] args)

{

MinimumDistance min = new MinimumDistance();

int arr[] = {3, 5, 4, 2, 6, 5, 6, 6, 5, 4, 8, 3};

int n = arr.length;

int x = 3;

int y = 6;

System.out.println("Minimum distance between " + x + " and " + y

+ " is " + min.minDist(arr, n, x, y));

}

}

Output:

Minimum distance between 3 and 6 is 4

**3) Minimum number of jumps to reach end**

import java.util.\*;

import java.io.\*;

class GFG {

// Returns minimum number of

// jumps to reach arr[h] from arr[l]

static int minJumps(int arr[], int l, int h)

{

// Base case: when source

// and destination are same

if (h == l)

return 0;

// When nothing is reachable

// from the given source

if (arr[l] == 0)

return Integer.MAX\_VALUE;

// Traverse through all the points

// reachable from arr[l]. Recursively

// get the minimum number of jumps

// needed to reach arr[h] from these

// reachable points.

int min = Integer.MAX\_VALUE;

for (int i = l + 1; i <= h && i <= l + arr[l]; i++) {

int jumps = minJumps(arr, i, h);

if (jumps != Integer.MAX\_VALUE && jumps + 1 < min)

min = jumps + 1;

}

return min;

}

// Driver code

public static void main(String args[])

{

int arr[] = { 1, 3, 6, 3, 2, 3, 6, 8, 9, 5 };

int n = arr.length;

System.out.print("Minimum number of jumps to reach end is "

+ minJumps(arr, 0, n - 1));

}

}

Output:

Minimum number of jumps to reach end is 4

**4) Largest Sum Contiguous Subarray**

|  |
| --- |
| import java.io.\*;  // Java program to print largest contiguous array sum  import java.util.\*;    class Kadane  {      public static void main (String[] args)      {          int [] a = {-2, -3, 4, -1, -2, 1, 5, -3};          System.out.println("Maximum contiguous sum is " +                                         maxSubArraySum(a));      }        static int maxSubArraySum(int a[])      {          int size = a.length;          int max\_so\_far = Integer.MIN\_VALUE, max\_ending\_here = 0;            for (int i = 0; i < size; i++)          {              max\_ending\_here = max\_ending\_here + a[i];              if (max\_so\_far < max\_ending\_here)                  max\_so\_far = max\_ending\_here;              if (max\_ending\_here < 0)                  max\_ending\_here = 0;          }          return max\_so\_far;      }  } |

**Output:**

Maximum contiguous sum is 7

**5) Find the subarray with least average**

|  |
| --- |
| class Test {        static int arr[] = new int[] { 3, 7, 90, 20, 10, 50, 40 };        // Prints beginning and ending indexes of subarray      // of size k with minimum average      static void findMinAvgSubarray(int n, int k)      {          // k must be smaller than or equal to n          if (n < k)              return;            // Initialize beginning index of result          int res\_index = 0;            // Compute sum of first subarray of size k          int curr\_sum = 0;          for (int i = 0; i < k; i++)              curr\_sum += arr[i];            // Initialize minimum sum as current sum          int min\_sum = curr\_sum;            // Traverse from (k+1)'th element to n'th element          for (int i = k; i < n; i++)          {              // Add current item and remove first              // item of previous subarray              curr\_sum += arr[i] - arr[i - k];                // Update result if needed              if (curr\_sum < min\_sum) {                  min\_sum = curr\_sum;                  res\_index = (i - k + 1);              }          }            System.out.println("Subarray between [" +                              res\_index + ", " + (res\_index + k - 1) +                              "] has minimum average");      }        // Driver method to test the above function      public static void main(String[] args)      {          int k = 3; // Subarray size          findMinAvgSubarray(arr.length, k);      }  } |

Output:

Subarray between [3, 5] has minimum average

Time Complexity: O(n)

**6) Minimize the maximum difference between the heights**

|  |
| --- |
| import java.util.\*;    class GFG {        // Modifies the array by subtracting/adding      // k to every element such that the difference      // between maximum and minimum is minimized      static int getMinDiff(int arr[], int n, int k)      {          if (n == 1)          return 0;            // Sort all elements          Arrays.sort(arr);            // Initialize result          int ans = arr[n-1] - arr[0];            // Handle corner elements          int small = arr[0] + k;          int big = arr[n-1] - k;          int temp = 0;            if (small > big)          {              temp = small;              small = big;              big = temp;          }            // Traverse middle elements          for (int i = 1; i < n-1; i ++)          {              int subtract = arr[i] - k;              int add = arr[i] + k;                // If both subtraction and addition              // do not change diff              if (subtract >= small || add <= big)                  continue;                // Either subtraction causes a smaller              // number or addition causes a greater              // number. Update small or big using              // greedy approach (If big - subtract              // causes smaller diff, update small              // Else update big)              if (big - subtract <= add - small)                  small = subtract;              else                  big = add;          }            return Math.min(ans, big - small);      }        // Driver function to test the above function      public static void main(String[] args)      {          int arr[] = {4, 6};          int n = arr.length;          int k = 10;          System.out.println("Maximum difference is "+                              getMinDiff(arr, n, k));      }  } |

**Output :**

Maximum difference is 2

**Time Complexity:** O(n Log n)

**7) Maximum Sum Increasing Subsequence**

|  |
| --- |
| class GFG  {      /\* maxSumIS() returns the      maximum sum of increasing      subsequence in arr[] of size n \*/      static int maxSumIS(int arr[], int n)      {          int i, j, max = 0;          int msis[] = new int[n];            /\* Initialize msis values             for all indexes \*/          for (i = 0; i < n; i++)              msis[i] = arr[i];            /\* Compute maximum sum values             in bottom up manner \*/          for (i = 1; i < n; i++)              for (j = 0; j < i; j++)                  if (arr[i] > arr[j] &&                      msis[i] < msis[j] + arr[i])                      msis[i] = msis[j] + arr[i];            /\* Pick maximum of all             msis values \*/          for (i = 0; i < n; i++)              if (max < msis[i])                  max = msis[i];            return max;      }        // Driver code      public static void main(String args[])      {          int arr[] = new int[]{1, 101, 2, 3, 100, 4, 5};          int n = arr.length;          System.out.println("Sum of maximum sum "+                              "increasing subsequence is "+                                maxSumIS(arr, n));      }  } |

**Output :**

Sum of maximum sum increasing subsequence is 106

Time Complexity: O(n^2)

**8)Smallest subarray with sum greater than a given value**

|  |
| --- |
| class SmallestSubArraySum  {      // Returns length of smallest subarray with sum greater than x.      // If there is no subarray with given sum, then returns n+1      static int smallestSubWithSum(int arr[], int n, int x)      {          //  Initilize length of smallest subarray as n+1          int min\_len = n + 1;            // Pick every element as starting point          for (int start = 0; start < n; start++)          {              // Initialize sum starting with current start              int curr\_sum = arr[start];                // If first element itself is greater              if (curr\_sum > x)                  return 1;                // Try different ending points for curremt start              for (int end = start + 1; end < n; end++)              {                  // add last element to current sum                  curr\_sum += arr[end];                    // If sum becomes more than x and length of                  // this subarray is smaller than current smallest                  // length, update the smallest length (or result)                  if (curr\_sum > x && (end - start + 1) < min\_len)                      min\_len = (end - start + 1);              }          }          return min\_len;      }        // Driver program to test above functions      public static void main(String[] args)      {          int arr1[] = {1, 4, 45, 6, 10, 19};          int x = 51;          int n1 = arr1.length;          int res1 = smallestSubWithSum(arr1, n1, x);          if (res1 == n1+1)             System.out.println("Not Possible");          else             System.out.println(res1);              int arr2[] = {1, 10, 5, 2, 7};          int n2 = arr2.length;          x = 9;          int res2 = smallestSubWithSum(arr2, n2, x);          if (res2 == n2+1)             System.out.println("Not Possible");          else             System.out.println(res2);            int arr3[] = {1, 11, 100, 1, 0, 200, 3, 2, 1, 250};          int n3 = arr3.length;          x = 280;          int res3 = smallestSubWithSum(arr3, n3, x);          if (res3 == n3+1)             System.out.println("Not Possible");          else             System.out.println(res3);      }  } |

**Output:**

3

1

4

**Time Complexity:**Time complexity of the above approach is clearly O(n2).

**9) Find maximum average subarray of k length**

|  |
| --- |
| import java .io.\*;    class GFG {        // Returns beginning index      // of maximum average      // subarray of length 'k'      static int findMaxAverage(int []arr,                             int n, int k)      {            // Check if 'k' is valid          if (k > n)              return -1;            // Create and fill array          // to store cumulative          // sum. csum[i] stores          // sum of arr[0] to arr[i]          int []csum = new int[n];            csum[0] = arr[0];          for (int i = 1; i < n; i++)          csum[i] = csum[i - 1] + arr[i];            // Initialize max\_sm as          // sum of first subarray          int max\_sum = csum[k - 1],                      max\_end = k - 1;            // Find sum of other          // subarrays and update          // max\_sum if required.          for (int i = k; i < n; i++)          {              int curr\_sum = csum[i] -                      csum[i - k];              if (curr\_sum > max\_sum)              {                  max\_sum = curr\_sum;                  max\_end = i;              }          }            // To avoid memory leak          //delete [] csum;            // Return starting index          return max\_end - k + 1;      }        // Driver Code      static public void main (String[] args)      {          int []arr = {1, 12, -5, -6, 50, 3};          int k = 4;          int n = arr.length;            System.out.println("The maximum "            + "average subarray of length "                  + k + " begins at index "              + findMaxAverage(arr, n, k));      }  } |

Output:

The maximum average subarray of length 4 begins at index 1

Time Complexity of above solution is O(n),

**10) Count minimum steps to get the given desired array**

|  |
| --- |
| class Test  {      static int arr[] = new int[]{16, 16, 16} ;        // Returns count of minimum operations to convert a      // zero array to arr array with increment and      // doubling operations.      // This function computes count by doing reverse      // steps, i.e., convert arr to zero array.      static int countMinOperations(int n)      {          // Initialize result (Count of minimum moves)          int result = 0;            // Keep looping while all elements of arr          // don't become 0.          while (true)          {              // To store count of zeroes in current              // arr array              int zero\_count = 0;                int i;  // To find first odd element              for (i=0; i<n; i++)              {                  // If odd number found                  if (arr[i] % 2 == 1)                      break;                    // If 0, then increment zero\_count                  else if (arr[i] == 0)                      zero\_count++;              }                // All numbers are 0              if (zero\_count == n)                return result;                // All numbers are even              if (i == n)              {                  // Divide the whole array by 2                  // and increment result                  for (int j=0; j<n; j++)                     arr[j] = arr[j]/2;                  result++;              }                // Make all odd numbers even by subtracting              // one and increment result.              for (int j=i; j<n; j++)              {                 if (arr[j] %2 == 1)                 {                    arr[j]--;                    result++;                 }              }          }      }        // Driver method to test the above function      public static void main(String[] args) {            System.out.println("Minimum number of steps required to \n" +                              "get the given target array is "+                                   countMinOperations(arr.length));        }  } |

**Output :**

Minimum number of steps required to

get the given target array is 7

**11) Find minimum number of merge operations to make an array palindrome**

|  |
| --- |
| class GFG  {      // Returns minimum number of count operations      // required to make arr[] palindrome      static int findMinOps(int[] arr, int n)      {          int ans = 0; // Initialize result            // Start from two corners          for (int i=0,j=n-1; i<=j;)          {              // If corner elements are same,              // problem reduces arr[i+1..j-1]              if (arr[i] == arr[j])              {                  i++;                  j--;              }                // If left element is greater, then              // we merge right two elements              else if (arr[i] > arr[j])              {                  // need to merge from tail.                  j--;                  arr[j] += arr[j+1] ;                  ans++;              }                // Else we merge left two elements              else              {                  i++;                  arr[i] += arr[i-1];                  ans++;              }          }            return ans;      }        // Driver method to test the above function      public static void main(String[] args)      {          int arr[] = new int[]{1, 4, 5, 9, 1} ;          System.out.println("Count of minimum operations is "+                                  findMinOps(arr, arr.length));        }  } |

**Output :**

Count of minimum operations is 1

Time complexity for the given program is : O(n)

**12) Find the smallest positive integer value that cannot be represented as sum of any subset of a given**

**array**

|  |
| --- |
| class FindSmallestInteger  {      // Returns the smallest number that cannot be represented as sum      // of subset of elements from set represented by sorted array arr[0..n-1]      int findSmallest(int arr[], int n)      {          int res = 1; // Initialize result            // Traverse the array and increment 'res' if arr[i] is          // smaller than or equal to 'res'.          for (int i = 0; i < n && arr[i] <= res; i++)              res = res + arr[i];            return res;      }        // Driver program to test above functions      public static void main(String[] args)      {          FindSmallestInteger small = new FindSmallestInteger();          int arr1[] = {1, 3, 4, 5};          int n1 = arr1.length;          System.out.println(small.findSmallest(arr1, n1));            int arr2[] = {1, 2, 6, 10, 11, 15};          int n2 = arr2.length;          System.out.println(small.findSmallest(arr2, n2));            int arr3[] = {1, 1, 1, 1};          int n3 = arr3.length;          System.out.println(small.findSmallest(arr3, n3));            int arr4[] = {1, 1, 3, 4};          int n4 = arr4.length;          System.out.println(small.findSmallest(arr4, n4));        }  } |

Output:

2

4

5

10

Time Complexity of above program is O(n).

**13) Size of The Subarray With Maximum Sum**

|  |
| --- |
| class GFG {        static int maxSubArraySum(int a[], int size)      {          int max\_so\_far = Integer.MIN\_VALUE,          max\_ending\_here = 0,start = 0,          end = 0, s = 0;            for (int i = 0; i < size; i++)          {              max\_ending\_here += a[i];                if (max\_so\_far < max\_ending\_here)              {                  max\_so\_far = max\_ending\_here;                  start = s;                  end = i;              }                if (max\_ending\_here < 0)              {                  max\_ending\_here = 0;                  s = i + 1;              }          }          return (end - start + 1);      }        // Driver code      public static void main(String[] args)      {          int a[] = { -2, -3, 4, -1, -2, 1, 5, -3 };          int n = a.length;          System.out.println(maxSubArraySum(a, n));      }  } |

**Output :**

5

**14) Find minimum difference between any two elements**

|  |
| --- |
| class GFG  {      // Returns minimum difference between any pair      static int findMinDiff(int[] arr, int n)      {          // Initialize difference as infinite          int diff = Integer.MAX\_VALUE;            // Find the min diff by comparing difference          // of all possible pairs in given array          for (int i=0; i<n-1; i++)              for (int j=i+1; j<n; j++)                  if (Math.abs((arr[i] - arr[j]) )< diff)                      diff = Math.abs((arr[i] - arr[j]));            // Return min diff          return diff;      }        // Driver method to test the above function      public static void main(String[] args)      {          int arr[] = new int[]{1, 5, 3, 19, 18, 25};          System.out.println("Minimum difference is "+                                findMinDiff(arr, arr.length));        }  } |

**Output :**

Minimum difference is 1

**15) Space optimization using bit manipulations**

|  |
| --- |
| import java.lang.\*;    class GFG {        // Driver code      public static void main(String[] args)      {          int a = 2, b = 10;          int size = Math.abs(b - a) + 1;          int array[] = new int[size];            // Iterate through a to b, If          // it is a multiple of 2 or 5          // Mark index in array as 1          for (int i = a; i <= b; i++)              if (i % 2 == 0 || i % 5 == 0)                  array[i - a] = 1;            System.out.println("MULTIPLES of 2"                                + " and 5:");          for (int i = a; i <= b; i++)              if (array[i - a] == 1)                  System.out.printf(i + " ");      }  } |

**Output :**

MULTIPLES of 2 and 5:

2 4 5 6 8 10

**16) Longest Span with same Sum in two Binary arrays**

|  |
| --- |
| class Test  {      static int arr1[] = new int[]{0, 1, 0, 1, 1, 1, 1};      static int arr2[] = new int[]{1, 1, 1, 1, 1, 0, 1};        // Returns length of the longest common sum in arr1[]      // and arr2[]. Both are of same size n.      static int longestCommonSum(int n)      {          // Initialize result          int maxLen = 0;            // One by one pick all possible starting points          // of subarrays          for (int i=0; i<n; i++)          {             // Initialize sums of current subarrays             int sum1 = 0, sum2 = 0;               // Conider all points for starting with arr[i]             for (int j=i; j<n; j++)             {                 // Update sums                 sum1 += arr1[j];                 sum2 += arr2[j];                   // If sums are same and current length is                 // more than maxLen, update maxLen                 if (sum1 == sum2)                 {                   int len = j-i+1;                   if (len > maxLen)                      maxLen = len;                 }             }          }          return maxLen;      }        // Driver method to test the above function      public static void main(String[] args)      {          System.out.print("Length of the longest common span with same sum is ");          System.out.println(longestCommonSum(arr1.length));      }  } |

**Output :**

Length of the longest common span with same sum is 6

**Time Complexity :** O(n2)

**Sorting :**

**Examples:**

**1) Alternative Sorting**

import java.io.\*;

import java.util.Arrays;

class AlternativeString

{

// Function to print alternate sorted values

static void alternateSort(int arr[], int n)

{

Arrays.sort(arr);

// Printing the last element of array

// first and then first element and then

// second last element and then second

// element and so on.

int i = 0, j = n-1;

while (i < j) {

System.out.print(arr[j--] + " ");

System.out.print(arr[i++] + " ");

}

// If the total element in array is odd

// then print the last middle element.

if (n % 2 != 0)

System.out.print(arr[i]);

}

/\* Driver program to test above functions \*/

public static void main (String[] args)

{

int arr[] = {1, 12, 4, 6, 7, 10};

int n = arr.length;

alternateSort(arr, n);

}

}

Output:

12 1 10 4 7 6

**2) Sort an array in wave form**

import java.util.\*;

class SortWave

{

// A utility method to swap two numbers.

void swap(int arr[], int a, int b)

{

int temp = arr[a];

arr[a] = arr[b];

arr[b] = temp;

}

// This function sorts arr[0..n-1] in wave form, i.e.,

// arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4]..

void sortInWave(int arr[], int n)

{

// Sort the input array

Arrays.sort(arr);

// Swap adjacent elements

for (int i=0; i<n-1; i += 2)

swap(arr, i, i+1);

}

// Driver method

public static void main(String args[])

{

SortWave ob = new SortWave();

int arr[] = {10, 90, 49, 2, 1, 5, 23};

int n = arr.length;

ob.sortInWave(arr, n);

for (int i : arr)

System.out.print(i + " ");

}

}

Output:

2 1 10 5 49 23 90

**3) Merge an array of size n into another array of size m+n**

class MergeArrays

{

/\* Function to move m elements at the end of array mPlusN[] \*/

void moveToEnd(int mPlusN[], int size)

{

int i, j = size - 1;

for (i = size - 1; i >= 0; i--)

{

if (mPlusN[i] != -1)

{

mPlusN[j] = mPlusN[i];

j--;

}

}

}

/\* Merges array N[] of size n into array mPlusN[]

of size m+n\*/

void merge(int mPlusN[], int N[], int m, int n)

{

int i = n;

/\* Current index of i/p part of mPlusN[]\*/

int j = 0;

/\* Current index of N[]\*/

int k = 0;

/\* Current index of output mPlusN[]\*/

while (k < (m + n))

{

/\* Take an element from mPlusN[] if

a) value of the picked element is smaller and we have

not reached end of it

b) We have reached end of N[] \*/

if ((i < (m + n) && mPlusN[i] <= N[j]) || (j == n))

{

mPlusN[k] = mPlusN[i];

k++;

i++;

}

else // Otherwise take element from N[]

{

mPlusN[k] = N[j];

k++;

j++;

}

}

}

/\* Utility that prints out an array on a line \*/

void printArray(int arr[], int size)

{

int i;

for (i = 0; i < size; i++)

System.out.print(arr[i] + " ");

System.out.println("");

}

public static void main(String[] args)

{

MergeArrays mergearray = new MergeArrays();

/\* Initialize arrays \*/

int mPlusN[] = {2, 8, -1, -1, -1, 13, -1, 15, 20};

int N[] = {5, 7, 9, 25};

int n = N.length;

int m = mPlusN.length - n;

/\*Move the m elements at the end of mPlusN\*/

mergearray.moveToEnd(mPlusN, m + n);

/\*Merge N[] into mPlusN[] \*/

mergearray.merge(mPlusN, N, m, n);

/\* Print the resultant mPlusN \*/

mergearray.printArray(mPlusN, m + n);

}

}

Output:

2 5 7 8 9 13 15 20 25

**4) Sort a nearly sorted (or K sorted) array**

|  |
| --- |
| import java.util.Iterator;  import java.util.PriorityQueue;    class GFG  {      private static void kSort(int[] arr, int n, int k)      {            // min heap          PriorityQueue<Integer> priorityQueue = new PriorityQueue<>();            // add first k + 1 items to the min heap          for(int i = 0; i < k + 1; i++)          {              priorityQueue.add(arr[i]);          }            int index = 0;          for(int i = k + 1; i < n; i++)          {              arr[index++] = priorityQueue.peek();              priorityQueue.poll();              priorityQueue.add(arr[i]);          }            Iterator<Integer> itr = priorityQueue.iterator();            while(itr.hasNext())          {              arr[index++] = priorityQueue.peek();              priorityQueue.poll();          }        }        // A utility function to print the array      private static void printArray(int[] arr, int n)      {          for(int i = 0; i < n; i++)              System.out.print(arr[i] + " ");      }        // Driver Code      public static void main(String[] args)      {          int k = 3;          int arr[] = { 2, 6, 3, 12, 56, 8 };          int n = arr.length;          kSort(arr, n, k);          System.out.println("Following is sorted array");          printArray(arr, n);      }  } |

**Output:**

Following is sorted array

2 3 6 8 12 56

The Min Heap based method takes O(nLogk) time

**5) Sort an array according to absolute difference with given value**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class GFG  {        // Function to sort an array according absolute      // difference with x.      static void rearrange(int[] arr, int n, int x)      {              TreeMap<Integer, ArrayList<Integer>> m = new TreeMap<>();                // Store values in a map with the difference              // with X as key              for (int i = 0; i < n; i++)              {                  int diff = Math.abs(x - arr[i]);                  if (m.containsKey(diff))                  {                      ArrayList<Integer> al = m.get(diff);                      al.add(arr[i]);                      m.put(diff, al);                  }                  else                  {                          ArrayList<Integer> al = new ArrayList<>();                          al.add(arr[i]);                          m.put(diff,al);                  }              }                // Update the values of array              int index = 0;              for (Map.Entry entry : m.entrySet())              {                  ArrayList<Integer> al = m.get(entry.getKey());                  for (int i = 0; i < al.size(); i++)                          arr[index++] = al.get(i);              }      }        // Function to print the array      static void printArray(int[] arr, int n)      {              for (int i = 0; i < n; i++)                  System.out.print(arr[i] + " ");      }        // Driver code      public static void main(String args[])      {              int[] arr = {10, 5, 3, 9 ,2};              int n = arr.length;              int x = 7;              rearrange(arr, n, x);              printArray(arr, n);      }  } |

**Output:**

5 9 10 3 2

**Time Complexity :** O(n Log n)

**6) Sort 1 to N by swapping adjacent elements**

|  |
| --- |
| import java.util.Arrays;    // Java program to test whether an array  // can be sorted by swapping adjacent  // elements using boolean array    class GFG {        // Return true if array can be      // sorted otherwise false      static boolean sortedAfterSwap(int A[],                                     boolean B[], int n)      {          int i, j;            // Check bool array B and sorts          // elements for continuous sequence of 1          for (i = 0; i < n - 1; i++) {              if (B[i]) {                  j = i;                  while (B[j]) {                      j++;                  }                  // Sort array A from i to j                  Arrays.sort(A, i, 1 + j);                  i = j;              }          }            // Check if array is sorted or not          for (i = 0; i < n; i++) {              if (A[i] != i + 1) {                  return false;              }          }            return true;      }        // Driver program to test sortedAfterSwap()      public static void main(String[] args)      {          int A[] = { 1, 2, 5, 3, 4, 6 };          boolean B[] = { false, true, true, true, false };          int n = A.length;            if (sortedAfterSwap(A, B, n)) {              System.out.println("A can be sorted");          }          else {              System.out.println("A can not be sorted");          }      }  } |

**Output:**

A can be sorted

**7) Sort an array containing two types of elements**

|  |
| --- |
| static void segregate0and1(int arr[], int n) {          int type0 = 0;          int type1 = n - 1;            while (type0 < type1) {              if (arr[type0] == 1) {                    // swap type0 and type1                  arr[type0] = arr[type0] + arr[type1];                  arr[type1] = arr[type0]-arr[type1];                  arr[type0] = arr[type0]-arr[type1];                  type1--;              } else {                  type0++;              }          }      }        // Driver program      public static void main(String[] args) {            int arr[] = { 1, 1, 1, 0, 1, 0, 0, 1, 1, 1, 1 };              segregate0and1(arr, arr.length);            for (int a : arr)                System.out.print(a+" ");        }  } |

Time Complexity : O(n)

**Output:**

0 0 0 1 1 1 1 1 1 1 1

**8) Count Inversions in an array**

|  |
| --- |
| class Test {      static int arr[] = new int[] { 1, 20, 6, 4, 5 };        static int getInvCount(int n)      {          int inv\_count = 0;          for (int i = 0; i < n - 1; i++)              for (int j = i + 1; j < n; j++)                  if (arr[i] > arr[j])                      inv\_count++;            return inv\_count;      }        // Driver method to test the above function      public static void main(String[] args)      {          System.out.println("Number of inversions are "                             + getInvCount(arr.length));      }  } |

**Output:**

Number of inversions are 5

**Complexity Analysis:**

**Time Complexity:** O(n^2),

**9) Two elements whose sum is closest to zero**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;  class Main  {      static void minAbsSumPair(int arr[], int arr\_size)      {        int inv\_count = 0;        int l, r, min\_sum, sum, min\_l, min\_r;          /\* Array should have at least two elements\*/        if(arr\_size < 2)        {          System.out.println("Invalid Input");          return;        }          /\* Initialization of values \*/        min\_l = 0;        min\_r = 1;        min\_sum = arr[0] + arr[1];          for(l = 0; l < arr\_size - 1; l++)        {          for(r = l+1; r < arr\_size; r++)          {            sum = arr[l] + arr[r];            if(Math.abs(min\_sum) > Math.abs(sum))            {              min\_sum = sum;              min\_l = l;              min\_r = r;            }          }        }          System.out.println(" The two elements whose "+                                "sum is minimum are "+                          arr[min\_l]+ " and "+arr[min\_r]);      }        // main function      public static void main (String[] args)      {          int arr[] = {1, 60, -10, 70, -80, 85};          minAbsSumPair(arr, 6);      }    } |

**Output:**

The two elements whose sum is minimum are -80 and 85

**Time complexity:**O(n^2)

**10) Shortest Un-ordered Subarray**

|  |
| --- |
| import java.util.\*;  import java.io.\*;    class GFG {        // boolean function to check array elements      // are in increasing order or not      public static boolean increasing(int a[],int n)      {          for (int i = 0; i < n - 1; i++)              if (a[i] >= a[i + 1])                  return false;            return true;      }        // boolean function to check array elements      // are in decreasing order or not      public static boolean decreasing(int arr[],int n)      {          for (int i = 0; i < n - 1; i++)              if (arr[i] < arr[i + 1])                  return false;            return true;      }        public static int shortestUnsorted(int a[],int n)      {            // increasing and decreasing are two functions.          // if function return true value then print          // 0 otherwise 3.          if (increasing(a, n) == true ||                               decreasing(a, n) == true)              return 0;          else              return 3;      }        // driver program      public static void main (String[] args) {            int ar[] = new int[]{7, 9, 10, 8, 11};          int n = ar.length;            System.out.println(shortestUnsorted(ar,n));      }  } |

**Output :**

3

**11) Minimum number of swaps required to sort an array**

|  |
| --- |
| import javafx.util.Pair;  import java.util.ArrayList;  import java.util.\*;    class GfG  {      // Function returns the minimum number of swaps      // required to sort the array      public static int minSwaps(int[] arr)      {          int n = arr.length;            // Create two arrays and use as pairs where first          // array is element and second array          // is position of first element          ArrayList <Pair <Integer, Integer> > arrpos =                    new ArrayList <Pair <Integer, Integer> > ();          for (int i = 0; i < n; i++)               arrpos.add(new Pair <Integer, Integer> (arr[i], i));            // Sort the array by array element values to          // get right position of every element as the          // elements of second array.          arrpos.sort(new Comparator<Pair<Integer, Integer>>()          {              @Override              public int compare(Pair<Integer, Integer> o1,                                 Pair<Integer, Integer> o2)              {                  if (o1.getKey() > o2.getKey())                      return -1;                    // We can change this to make it then look at the                  // words alphabetical order                  else if (o1.getKey().equals(o2.getKey()))                      return 0;                    else                      return 1;              }          });            // To keep track of visited elements. Initialize          // all elements as not visited or false.          Boolean[] vis = new Boolean[n];          Arrays.fill(vis, false);            // Initialize result          int ans = 0;            // Traverse array elements          for (int i = 0; i < n; i++)          {              // already swapped and corrected or              // already present at correct pos              if (vis[i] || arrpos.get(i).getValue() == i)                  continue;                // find out the number of  node in              // this cycle and add in ans              int cycle\_size = 0;              int j = i;              while (!vis[j])              {                  vis[j] = true;                    // move to next node                  j = arrpos.get(j).getValue();                  cycle\_size++;              }                // Update answer by adding current cycle.              if(cycle\_size > 0)              {                  ans += (cycle\_size - 1);              }          }            // Return result          return ans;      }  }    // Driver class  class MinSwaps  {      // Driver program to test the above function      public static void main(String[] args)      {          int []a = {1, 5, 4, 3, 2};          GfG g = new GfG();          System.out.println(g.minSwaps(a));      }  } |

**Output:**

2

**Time Complexity:** O(n Log n)

**12) Sort an array of 0s, 1s and 2s**

|  |
| --- |
| import java.io.\*;    class countzot {        // Sort the input array, the array is assumed to      // have values in {0, 1, 2}      static void sort012(int a[], int arr\_size)      {          int lo = 0;          int hi = arr\_size - 1;          int mid = 0, temp = 0;          while (mid <= hi) {              switch (a[mid]) {              case 0: {                  temp = a[lo];                  a[lo] = a[mid];                  a[mid] = temp;                  lo++;                  mid++;                  break;              }              case 1:                  mid++;                  break;              case 2: {                  temp = a[mid];                  a[mid] = a[hi];                  a[hi] = temp;                  hi--;                  break;              }              }          }      }        /\* Utility function to print array arr[] \*/      static void printArray(int arr[], int arr\_size)      {          int i;          for (i = 0; i < arr\_size; i++)              System.out.print(arr[i] + " ");          System.out.println("");      }        /\*Driver function to check for above functions\*/      public static void main(String[] args)      {          int arr[] = { 0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1 };          int arr\_size = arr.length;          sort012(arr, arr\_size);          System.out.println("Array after seggregation ");          printArray(arr, arr\_size);      }  } |

**Output:**

array after segregation 0 0 0 0 0 1 1 1 1 1 2 2

**Time Complexity:** O(n)

**13) Find the Minimum length Unsorted Subarray, sorting which makes the complete array sorted**

|  |
| --- |
| class Main  {      static void printUnsorted(int arr[], int n)      {        int s = 0, e = n-1, i, max, min;          // step 1(a) of above algo        for (s = 0; s < n-1; s++)        {          if (arr[s] > arr[s+1])            break;        }        if (s == n-1)        {          System.out.println("The complete array is sorted");          return;        }          // step 1(b) of above algo        for(e = n - 1; e > 0; e--)        {          if(arr[e] < arr[e-1])            break;        }          // step 2(a) of above algo        max = arr[s]; min = arr[s];        for(i = s + 1; i <= e; i++)        {          if(arr[i] > max)            max = arr[i];          if(arr[i] < min)            min = arr[i];        }          // step 2(b) of above algo        for( i = 0; i < s; i++)        {          if(arr[i] > min)          {            s = i;            break;          }        }          // step 2(c) of above algo        for( i = n -1; i >= e+1; i--)        {          if(arr[i] < max)          {            e = i;            break;          }        }          // step 3 of above algo        System.out.println(" The unsorted subarray which"+                           " makes the given array sorted lies"+                         "  between the indices "+s+" and "+e);        return;      }        public static void main(String args[])      {        int arr[] = {10, 12, 20, 30, 25, 40, 32, 31, 35, 50, 60};        int arr\_size = arr.length;        printUnsorted(arr, arr\_size);      }  } |

**Output :**

The unsorted subarray which makes the given array

sorted lies between the indees 3 and 8

**Time Complexity:**O(n)

**14) Count the number of possible triangles**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class CountTriangles {      // Function to count all possible triangles with arr[]      // elements      static int findNumberOfTriangles(int arr[])      {          int n = arr.length;          // Sort the array elements in non-decreasing order          Arrays.sort(arr);            // Initialize count of triangles          int count = 0;            // Fix the first element. We need to run till n-3 as          // the other two elements are selected from arr[i+1...n-1]          for (int i = 0; i < n - 2; ++i) {              // Initialize index of the rightmost third element              int k = i + 2;                // Fix the second element              for (int j = i + 1; j < n; ++j) {                  /\* Find the rightmost element which is smaller                  than the sum of two fixed elements                  The important thing to note here is, we use                  the previous value of k. If value of arr[i] +                  arr[j-1] was greater than arr[k], then arr[i] +                  arr[j] must be greater than k, because the                  array is sorted. \*/                  while (k < n && arr[i] + arr[j] > arr[k])                      ++k;                    /\* Total number of possible triangles that can be                  formed with the two fixed elements is k - j - 1.                  The two fixed elements are arr[i] and arr[j]. All                  elements between arr[j+1] to arr[k-1] can form a                  triangle with arr[i] and arr[j]. One is subtracted                  from k because k is incremented one extra in above                  while loop. k will always be greater than j. If j                  becomes equal to k, then above loop will increment                  k, because arr[k] + arr[i] is always/ greater than                  arr[k] \*/                  if (k > j)                      count += k - j - 1;              }          }          return count;      }        public static void main(String[] args)      {          int arr[] = { 10, 21, 22, 100, 101, 200, 300 };          System.out.println("Total number of triangles is " + findNumberOfTriangles(arr));      }  } |

**Output:**

Total number of triangles possible is 6

**Complexity Analysis:**

**Time Complexity:** O(n^2).

**15) Find number of pairs (x, y) in an array such that x^y > y^x**

|  |
| --- |
| import java.util.Arrays;    class Test  {      // Function to return count of pairs with x as one element      // of the pair. It mainly looks for all values in Y[] where      // x ^ Y[i] > Y[i] ^ x      static int count(int x, int Y[], int n, int NoOfY[])      {          // If x is 0, then there cannot be any value in Y such that          // x^Y[i] > Y[i]^x          if (x == 0) return 0;            // If x is 1, then the number of pais is equal to number of          // zeroes in Y[]          if (x == 1) return NoOfY[0];            // Find number of elements in Y[] with values greater than x          // getting upperbound of x with binary search          int idx = Arrays.binarySearch(Y, x);          int ans;          if(idx < 0){              idx = Math.abs(idx+1);              ans = Y.length - idx;          }          else{              while (idx<n && Y[idx]==x) {                  idx++;              }              ans = Y.length - idx;          }            // If we have reached here, then x must be greater than 1,          // increase number of pairs for y=0 and y=1          ans += (NoOfY[0] + NoOfY[1]);            // Decrease number of pairs for x=2 and (y=4 or y=3)          if (x == 2)  ans -= (NoOfY[3] + NoOfY[4]);            // Increase number of pairs for x=3 and y=2          if (x == 3)  ans += NoOfY[2];            return ans;      }        // Function to returns count of pairs (x, y) such that      // x belongs to X[], y belongs to Y[] and x^y > y^x      static int countPairs(int X[], int Y[], int m, int n)      {          // To store counts of 0, 1, 2, 3 and 4 in array Y          int NoOfY[] = new int[5];          for (int i = 0; i < n; i++)              if (Y[i] < 5)                  NoOfY[Y[i]]++;            // Sort Y[] so that we can do binary search in it          Arrays.sort(Y);            int total\_pairs = 0; // Initialize result            // Take every element of X and count pairs with it          for (int i=0; i<m; i++)              total\_pairs += count(X[i], Y, n, NoOfY);            return total\_pairs;      }        // Driver method      public static void main(String args[])      {          int X[] = {2, 1, 6};          int Y[] = {1, 5};            System.out.println("Total pairs = " + countPairs(X, Y, X.length, Y.length));      }  } |

**Output:**

Total pairs = 3

**Time Complexity :** O(nLogn + mLogn), where m and n are the sizes of arrays X[] and Y[] respectively. The sort step takes O(nLogn) time. Then every element of X[] is searched in Y[] using binary search. This step takes O(mLogn) time.

**16) Count all distinct pairs with difference equal to k**

|  |
| --- |
| import java.util.\*;  import java.io.\*;    class GFG {        static int countPairsWithDiffK(int arr[],                                      int n, int k)      {          int count = 0;            // Pick all elements one by one          for (int i = 0; i < n; i++)          {              // See if there is a pair              // of this picked element              for (int j = i + 1; j < n; j++)                  if (arr[i] - arr[j] == k ||                      arr[j] - arr[i] == k)                      count++;          }          return count;      }        // Driver code      public static void main(String args[])      {          int arr[] = { 1, 5, 3, 4, 2 };          int n = arr.length;          int k = 3;          System.out.println("Count of pairs with given diff is "                          + countPairsWithDiffK(arr, n, k));      }  } |

Output :

Count of pairs with given diff is 2

Time Complexity of O(n2)

**17) Print All Distinct Elements of a given integer array**

|  |
| --- |
| import java.io.\*;    class GFG {        static void printDistinct(int arr[], int n)      {          // Pick all elements one by one          for (int i = 0; i < n; i++)          {              // Check if the picked element              // is already printed              int j;              for (j = 0; j < i; j++)              if (arr[i] == arr[j])                  break;                // If not printed earlier,              // then print it              if (i == j)              System.out.print( arr[i] + " ");          }      }        // Driver program      public static void main (String[] args)      {          int arr[] = {6, 10, 5, 4, 9, 120, 4, 6, 10};          int n = arr.length;          printDistinct(arr, n);        }  } |

Output:

6 10 5 4 9 120

Time Complexity of above solution is O(n2)

**18) Construct an array from its pair-sum array**

|  |
| --- |
| import java.io.\*;    class PairSum {        // Fills element in arr[] from its pair sum array pair[].      // n is size of arr[]      static void constructArr(int arr[], int pair[], int n)      {          arr[0] = (pair[0]+pair[1]-pair[n-1]) / 2;          for (int i=1; i<n; i++)              arr[i] = pair[i-1]-arr[0];      }        // Driver program to test above function      public static void main(String[] args)      {          int pair[] = {15, 13, 11, 10, 12, 10, 9, 8, 7, 5};          int n = 5;          int[] arr = new int[n];          constructArr(arr, pair, n);          for (int i = 0; i < n; i++)              System.out.print(arr[i]+" ");      }  } |

**Output :**

8 7 5 3 2

Time complexity of constructArr() is O(n) where n is number of elements in arr[].

**19) Product of maximum in first array and minimum in second**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;    class GfG  {        // Function to calculate the product      public static int minMaxProduct(int arr1[],                                      int arr2[],                                      int n1,                                      int n2)         {            // Initialize max of          // first array          int max = arr1[0];            // initialize min of          // second array          int min = arr2[0];            int i;          for (i = 1; i < n1 && i < n2; ++i)          {            // To find the maximum          // element in first array          if (arr1[i] > max)              max = arr1[i];            // To find the minimum element          // in second array          if (arr2[i] < min)              min = arr2[i];          }            // Process remaining elements          while (i < n1)          {              if (arr1[i] > max)              max = arr1[i];              i++;          }          while (i < n2)          {              if (arr2[i] < min)              min = arr2[i];              i++;          }            return max \* min;      }        // Driver Code      public static void main(String argc[])      {          int [] arr1= new int []{ 10, 2, 3,                                   6, 4, 1 };          int [] arr2 = new int []{ 5, 1, 4,                                    2, 6, 9 };          int n1 = 6;          int n2 = 6;          System.out.println(minMaxProduct(arr1, arr2,                                            n1, n2));      }  } |

**Output :**

10

**Time Complexity :** O(n)

**Searching :**

**Examples:**

**1) Search, insert and delete in a sorted array**

class Main {

// function to implement

// binary search

static int binarySearch(int arr[], int low, int high, int key)

{

if (high < low)

return -1;

/\*low + (high - low)/2;\*/

int mid = (low + high) / 2;

if (key == arr[mid])

return mid;

if (key > arr[mid])

return binarySearch(arr, (mid + 1), high, key);

return binarySearch(arr, low, (mid - 1), key);

}

/\* Driver program to test above function \*/

public static void main(String[] args)

{

int arr[] = { 5, 6, 7, 8, 9, 10 };

int n, key;

n = arr.length;

key = 10;

System.out.println("Index: " + binarySearch(arr, 0, n, key));

}

}

Output:

Index: 5

**2) Find position of an element in a sorted array of infinite numbers**

class Test

{

// Simple binary search algorithm

static int binarySearch(int arr[], int l, int r, int x)

{

if (r>=l)

{

int mid = l + (r - l)/2;

if (arr[mid] == x)

return mid;

if (arr[mid] > x)

return binarySearch(arr, l, mid-1, x);

return binarySearch(arr, mid+1, r, x);

}

return -1;

}

// Method takes an infinite size array and a key to be

// searched and returns its position if found else -1.

// We don't know size of arr[] and we can assume size to be

// infinite in this function.

// NOTE THAT THIS FUNCTION ASSUMES arr[] TO BE OF INFINITE SIZE

// THEREFORE, THERE IS NO INDEX OUT OF BOUND CHECKING

static int findPos(int arr[],int key)

{

int l = 0, h = 1;

int val = arr[0];

// Find h to do binary search

while (val < key)

{

l = h;     // store previous high

//check that 2\*h doesn't exceeds array

//length to prevent ArrayOutOfBoundException

if(2\*h < arr.length-1)

h = 2\*h;

else

h = arr.length-1;

val = arr[h]; // update new val

}

// at this point we have updated low

// and high indices, thus use binary

// search between them

return binarySearch(arr, l, h, key);

}

// Driver method to test the above function

public static void main(String[] args)

{

int arr[] = new int[]{3, 5, 7, 9, 10, 90,

100, 130, 140, 160, 170};

int ans = findPos(arr,10);

if (ans==-1)

System.out.println("Element not found");

else

System.out.println("Element found at index " + ans);

}

}

Output:

Element found at index 4

**3) Maximum equlibrium sum in an array**

import java.io.\*;

class GFG {

// Function to find maximum

// equilibrium sum.

static int findMaxSum(int []arr, int n)

{

int res = Integer.MIN\_VALUE;

for (int i = 0; i < n; i++)

{

int prefix\_sum = arr[i];

for (int j = 0; j < i; j++)

prefix\_sum += arr[j];

int suffix\_sum = arr[i];

for (int j = n - 1; j > i; j--)

suffix\_sum += arr[j];

if (prefix\_sum == suffix\_sum)

res = Math.max(res, prefix\_sum);

}

return res;

}

// Driver Code

public static void main (String[] args)

{

int arr[] = {-2, 5, 3, 1, 2, 6, -4, 2 };

int n = arr.length;

System.out.println(findMaxSum(arr, n));

}

}

Output:

7

**4) Search, insert and delete in an unsorted array**

|  |
| --- |
| class Main  {      // Function to implement      // search operation      static int findElement(int arr[], int n,                             int key)      {          for (int i = 0; i < n; i++)              if (arr[i] == key)                  return i;            return -1;      }        // Driver Code      public static void main(String args[])      {          int arr[] = {12, 34, 10, 6, 40};          int n = arr.length;            // Using a last element as search element          int key = 40;          int position = findElement(arr, n, key);            if (position == - 1)              System.out.println("Element not found");          else              System.out.println("Element Found at Position: "                                  + (position + 1));      }  } |

Output:

Element Found at Position: 5

**5) Given an array A[] and a number x, check for pair in A[] with sum as x**

|  |
| --- |
| import java.util.\*;    class GFG {      // Function to check if array has 2 elements      // whose sum is equal to the given value      static boolean hasArrayTwoCandidates(int A[],                                           int arr\_size, int sum)      {          int l, r;            /\* Sort the elements \*/          Arrays.sort(A);            /\* Now look for the two candidates          in the sorted array\*/          l = 0;          r = arr\_size - 1;          while (l < r) {              if (A[l] + A[r] == sum)                  return true;              else if (A[l] + A[r] < sum)                  l++;              else // A[i] + A[j] > sum                  r--;          }          return false;      }        // Driver code      public static void main(String args[])      {          int A[] = { 1, 4, 45, 6, 10, -8 };          int n = 16;          int arr\_size = A.length;            // Function calling          if (hasArrayTwoCandidates(A, arr\_size, n))              System.out.println("Array has two "                                 + "elements with given sum");          else              System.out.println("Array doesn't have "                                 + "two elements with given sum");      }  } |

**Output :**

Array has two elements with the given sum

**6) Searching in an array where adjacent differ by at most k**

|  |
| --- |
| import java.io.\*;    class GFG {        // x is the element to be searched      // in arr[0..n-1] such that all      // elements differ by at-most k.      static int search(int arr[], int n,                              int x, int k)      {            // Traverse the given array starting          // from leftmost element          int i = 0;            while (i < n) {                // If x is found at index i              if (arr[i] == x)                  return i;                // Jump the difference between              // current array element and x              // divided by k We use max here              // to make sure that i moves              // at-least one step ahead.              i = i + Math.max(1, Math.abs(arr[i]                                        - x) / k);          }            System.out.println("number is " +                                  "not present!");          return -1;      }        // Driver program to test above function      public static void main(String[] args)      {            int arr[] = { 2, 4, 5, 7, 7, 6 };          int x = 6;          int k = 2;          int n = arr.length;            System.out.println("Element " + x +                          " is present at index "                          + search(arr, n, x, k));      }  } |

**Output:**

Element 6 is present at index 5

**7) Find common elements in three sorted arrays**

|  |
| --- |
| class FindCommon  {      // This function prints common elements in ar1      void findCommon(int ar1[], int ar2[], int ar3[])      {          // Initialize starting indexes for ar1[], ar2[] and ar3[]          int i = 0, j = 0, k = 0;            // Iterate through three arrays while all arrays have elements          while (i < ar1.length && j < ar2.length && k < ar3.length)          {               // If x = y and y = z, print any of them and move ahead               // in all arrays               if (ar1[i] == ar2[j] && ar2[j] == ar3[k])               {   System.out.print(ar1[i]+" ");   i++; j++; k++; }                 // x < y               else if (ar1[i] < ar2[j])                   i++;                 // y < z               else if (ar2[j] < ar3[k])                   j++;                 // We reach here when x > y and z < y, i.e., z is smallest               else                   k++;          }      }        // Driver code to test above      public static void main(String args[])      {          FindCommon ob = new FindCommon();            int ar1[] = {1, 5, 10, 20, 40, 80};          int ar2[] = {6, 7, 20, 80, 100};          int ar3[] = {3, 4, 15, 20, 30, 70, 80, 120};            System.out.print("Common elements are ");          ob.findCommon(ar1, ar2, ar3);      }  } |

Output:

Common Elements are 20 80

Time complexity of the above solution is O(n1 + n2 + n3).

**8) Find the only repetitive element between 1 to n-1**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class GFG  {        static int findRepeating(int[] arr, int n)      {          // Find array sum and subtract sum          // first n-1 natural numbers from it          // to find the result.            int sum = 0;          for (int i = 0; i < n; i++)              sum += arr[i];          return sum - (((n - 1) \* n) / 2);      }        // Driver code      public static void main(String args[])      {          int[] arr = { 9, 8, 2, 6, 1, 8, 5, 3, 4, 7 };          int n = arr.length;          System.out.println(findRepeating(arr, n));      }  } |

**Output :**

8

**9) Find the element that appears once in an array where every other element appears twice**

|  |
| --- |
| class MaxSum  {      // Return the maximum Sum of difference      // between consecutive elements.      static int findSingle(int ar[], int ar\_size)      {          // Do XOR of all elements and return          int res = ar[0];          for (int i = 1; i < ar\_size; i++)              res = res ^ ar[i];            return res;      }        // Driver code      public static void main (String[] args)      {          int ar[] = {2, 3, 5, 4, 5, 3, 4};          int n = ar.length;          System.out.println("Element occurring once is " +                              findSingle(ar, n) + " ");      }  } |

Output:

Element occurring once is 2

Time complexity of this solution is O(n)

**10) Maximum Subarray Sum Excluding Certain Elements**

|  |
| --- |
| import java.io.\*;    class GFG {        // Function to check the element      // present in array B      static boolean isPresent(int B[],                              int m,                              int x)      {          for (int i = 0; i < m; i++)              if (B[i] == x)                  return true;            return false;      }        // Utility function for findMaxSubarraySum()      // with the following parameters      // A => Array A,      // B => Array B,      // n => Number of elements in Array A,      // m => Number of elements in Array B      static int findMaxSubarraySumUtil(int A[], int B[],                                        int n, int m)      {            // set max\_so\_far to INT\_MIN          int max\_so\_far = -2147483648, curr\_max = 0;            for (int i = 0; i < n; i++) {                // if the element is present in B,              // set current max to 0 and move to              // the next element              if (isPresent(B, m, A[i])) {                  curr\_max = 0;                  continue;              }                // Proceed as in Kadane's Algorithm              curr\_max = Math.max(A[i], curr\_max + A[i]);              max\_so\_far = Math.max(max\_so\_far, curr\_max);          }          return max\_so\_far;      }        // Wrapper for findMaxSubarraySumUtil()      static void findMaxSubarraySum(int A[], int B[],                                     int n, int m)      {          int maxSubarraySum = findMaxSubarraySumUtil(A, B,                                                      n, m);            // This case will occour when all          // elements of A are present          // in B, thus no subarray can be formed          if (maxSubarraySum == -2147483648) {                          System.out.println("Maximum Subarray Sum"                                          + " " + "can't be found");            }          else {              System.out.println("The Maximum Subarray Sum = "                                  + maxSubarraySum);          }      }        // Driver code      public static void main(String[] args)      {            int A[] = { 3, 4, 5, -4, 6 };          int B[] = { 1, 8, 5 };            int n = A.length;          int m = B.length;            // Calling Function          findMaxSubarraySum(A, B, n, m);      }  } |

**Output :**

The Maximum Subarray Sum = 7

Time Complexity of this approach is O(n\*m)

**11) Equilibrium index of an array**

|  |
| --- |
| class EquilibriumIndex {      int equilibrium(int arr[], int n)      {          int i, j;          int leftsum, rightsum;            /\* Check for indexes one by one until             an equilibrium index is found \*/          for (i = 0; i < n; ++i) {                /\* get left sum \*/              leftsum = 0;              for (j = 0; j < i; j++)                  leftsum += arr[j];                /\* get right sum \*/              rightsum = 0;              for (j = i + 1; j < n; j++)                  rightsum += arr[j];                /\* if leftsum and rightsum are same,                 then we are done \*/              if (leftsum == rightsum)                  return i;          }            /\* return -1 if no equilibrium index is found \*/          return -1;      }      // Driver code      public static void main(String[] args)      {          EquilibriumIndex equi = new EquilibriumIndex();          int arr[] = { -7, 1, 5, 2, -4, 3, 0 };          int arr\_size = arr.length;          System.out.println(equi.equilibrium(arr, arr\_size));      }  }  **Output:**  3 |

**Time Complexity:** O(n^2)

**12) Ceiling in a sorted array**

|  |
| --- |
| class Main  {      /\* Function to get index of ceiling         of x in arr[low..high] \*/      static int ceilSearch(int arr[], int low, int high, int x)      {        int i;          /\* If x is smaller than or equal to first           element,then return the first element \*/        if(x <= arr[low])          return low;          /\* Otherwise, linearly search for ceil value \*/        for(i = low; i < high; i++)        {          if(arr[i] == x)            return i;            /\* if x lies between arr[i] and arr[i+1]          including arr[i+1], then return arr[i+1] \*/          if(arr[i] < x && arr[i+1] >= x)             return i+1;        }          /\* If we reach here then x is greater than the        last element of the array,  return -1 in this case \*/        return -1;      }          /\* Driver program to check above functions \*/      public static void main (String[] args)      {         int arr[] = {1, 2, 8, 10, 10, 12, 19};         int n = arr.length;         int x = 3;         int index = ceilSearch(arr, 0, n-1, x);         if(index == -1)           System.out.println("Ceiling of "+x+" doesn't exist in array");         else           System.out.println("ceiling of "+x+" is "+arr[index]);      }  } |

**Output :**

ceiling of 3 is 8

**Time Complexity :** O(n)

**13) Floor in a Sorted Array**

|  |
| --- |
| import java.io.\*;  import java.util.\*;  import java.lang.\*;    class GFG  {    /\* An inefficient function to get index of floor  of x in arr[0..n-1] \*/  static int floorSearch(int arr[], int n, int x)  {      // If last element is smaller than x      if (x >= arr[n-1])          return n-1;        // If first element is greater than x      if (x < arr[0])          return -1;        // Linearly search for the first element      // greater than x      for (int i=1; i<n; i++)      if (arr[i] > x)          return (i-1);        return -1;  }    // Driver Code  public static void main(String[] args)  {      int arr[] = {1, 2, 4, 6, 10, 12, 14};      int n = arr.length;      int x = 7;      int index = floorSearch(arr, n-1, x);      if (index == -1)          System.out.print("Floor of " + x + " doesn't exist in array ");      else          System.out.print("Floor of " + x + " is "+ arr[index]);  }  } |

**Output:**

Floor of 7 is 6.

**Complexity Analysis:**

**Time Complexity :** O(n).  
To traverse an array only one loop is needed so the time complexity is O(n).

**14) Majority Element**

|  |
| --- |
| import java.io.\*;    class GFG {    // Function to find Majority element  // in an array  static void findMajority(int arr[], int n)  {      int maxCount = 0;      int index = -1; // sentinels      for(int i = 0; i < n; i++)      {          int count = 0;          for(int j = 0; j < n; j++)          {              if(arr[i] == arr[j])              count++;          }            // update maxCount if count of          // current element is greater          if(count > maxCount)          {              maxCount = count;              index = i;          }      }        // if maxCount is greater than n/2      // return the corresponding element      if (maxCount > n/2)      System.out.println (arr[index]);        else      System.out.println ("No Majority Element");  }    // Driver code      public static void main (String[] args) {            int arr[] = {1, 1, 2, 1, 3, 5, 1};          int n = arr.length;        // Function calling      findMajority(arr, n);      }  } |

**Output:**

1

**Compelxity Analysis:**

**Time Complexity:** O(n\*n).  
A nested loop is needed where both the loops traverse the array from start to end, so the time complexity is O(n^2).

**15) Check for Majority Element in a sorted array**

|  |
| --- |
| import java.io.\*;    class Majority {        static boolean isMajority(int arr[], int n, int x)      {          int i, last\_index = 0;            /\* get last index according to n (even or odd) \*/          last\_index = (n%2==0)? n/2: n/2+1;            /\* search for first occurrence of x in arr[]\*/          for (i = 0; i < last\_index; i++)          {              /\* check if x is present and is present more                 than n/2 times \*/              if (arr[i] == x && arr[i+n/2] == x)                  return true;          }          return false;      }        /\* Driver function to check for above functions\*/      public static void main (String[] args) {          int arr[] = {1, 2, 3, 4, 4, 4, 4};          int n = arr.length;          int x = 4;          if (isMajority(arr, n, x)==true)             System.out.println(x+" appears more than "+                                n/2+" times in arr[]");          else             System.out.println(x+" does not appear more than "+                                n/2+" times in arr[]");      }  } |

Output :

4 appears more than 3 times in arr[]

**Time Complexity :**O(n)

**16) Check if an array has a majority element**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;  import java.io.\*;    class Gfg  {      // Returns true if there is a      // majority element in a[]      static boolean isMajority(int a[], int n)      {          // Insert all elements          // in a hash table          HashMap <Integer,Integer> mp = new                              HashMap<Integer,Integer>();            for (int i = 0; i < n; i++)                if (mp.containsKey(a[i]))                  mp.put(a[i], mp.get(a[i]) + 1);                else mp.put(a[i] , 1);            // Check if frequency of any          // element is n/2 or more.          for (Map.Entry<Integer, Integer> x : mp.entrySet())                if (x.getValue() >= n/2)                  return true;          return false;      }        // Driver code      public static void main (String[] args)      {          int a[] = { 2, 3, 9, 2, 2 };          int n = a.length;            if (isMajority(a, n))              System.out.println("Yes");          else              System.out.println("No");      }  } |

**Output:**

Yes

**17) Find a peak element**

|  |
| --- |
| import java.util.\*;  import java.lang.\*;  import java.io.\*;    class PeakElement  {      // A binary search based function that returns index of a peak      // element      static int findPeakUtil(int arr[], int low, int high, int n)      {          // Find index of middle element          int mid = low + (high - low)/2;  /\* (low + high)/2 \*/            // Compare middle element with its neighbours (if neighbours          // exist)          if ((mid == 0 || arr[mid-1] <= arr[mid]) && (mid == n-1 ||               arr[mid+1] <= arr[mid]))              return mid;            // If middle element is not peak and its left neighbor is          // greater than it,then left half must have a peak element          else if (mid > 0 && arr[mid-1] > arr[mid])              return findPeakUtil(arr, low, (mid -1), n);            // If middle element is not peak and its right neighbor          // is greater than it, then right half must have a peak          // element          else return findPeakUtil(arr, (mid + 1), high, n);      }        // A wrapper over recursive function findPeakUtil()      static int findPeak(int arr[], int n)      {          return findPeakUtil(arr, 0, n-1, n);      }        // Driver method      public static void main (String[] args)      {          int arr[] = {1, 3, 20, 4, 1, 0};          int n = arr.length;          System.out.println("Index of a peak point is " +                              findPeak(arr, n));      }  } |

**Output:**

Index of a peak point is 2

**Compelxity Analysis:**

**Time Complexity:** O(Logn).  
Where n is the number of elements in the input array. In each step our search becomes half. So it can be compared to Binary search, So the time complexity is O(log n)

**18) Find the two repeating elements in a given array**

|  |
| --- |
| class RepeatElement  {      void printRepeating(int arr[], int size)      {          int i, j;          System.out.println("Repeated Elements are :");          for (i = 0; i < size; i++)          {              for (j = i + 1; j < size; j++)              {                  if (arr[i] == arr[j])                      System.out.print(arr[i] + " ");              }          }      }        public static void main(String[] args)      {          RepeatElement repeat = new RepeatElement();          int arr[] = {4, 2, 4, 5, 2, 3, 1};          int arr\_size = arr.length;          repeat.printRepeating(arr, arr\_size);      }  } |

**Output :**

Repeating elements are 4 2

Time Complexity: O(n\*n)

**19) Find a Fixed Point (Value equal to index) in a given array**

|  |
| --- |
| class Main  {      static int linearSearch(int arr[], int n)      {          int i;          for(i = 0; i < n; i++)          {              if(arr[i] == i)                  return i;          }            /\* If no fixed point present             then return -1 \*/          return -1;      }      //main function      public static void main(String args[])      {          int arr[] = {-10, -1, 0, 3, 10, 11, 30, 50, 100};          int n = arr.length;          System.out.println("Fixed Point is "                       + linearSearch(arr, n));      }  } |

**Output:**

Fixed Point is 3

Time Complexity: O(n)

**20) Find subarray with given sum | Set 1 (Nonnegative Numbers)**

|  |
| --- |
| class SubarraySum  {      /\* Returns true if the there is a subarray of arr[] with sum equal to         'sum' otherwise returns false.  Also, prints the result \*/      int subArraySum(int arr[], int n, int sum)      {          int curr\_sum = arr[0], start = 0, i;            // Pick a starting point          for (i = 1; i <= n; i++)          {              // If curr\_sum exceeds the sum, then remove the starting elements              while (curr\_sum > sum && start < i-1)              {                  curr\_sum = curr\_sum - arr[start];                  start++;              }                // If curr\_sum becomes equal to sum, then return true              if (curr\_sum == sum)              {                  int p = i-1;                  System.out.println("Sum found between indexes " + start                          + " and " + p);                  return 1;              }                // Add this element to curr\_sum              if (i < n)              curr\_sum = curr\_sum + arr[i];            }            System.out.println("No subarray found");          return 0;      }        public static void main(String[] args)      {          SubarraySum arraysum = new SubarraySum();          int arr[] = {15, 2, 4, 8, 9, 5, 10, 23};          int n = arr.length;          int sum = 23;          arraysum.subArraySum(arr, n, sum);      }  } |

**Output :**

Sum found between indexes 1 and 4

**Complexity Analysis:**

**Time Complexity :** O(n). Only one traversal of the array is required. So the time complexity is O(n).

**21) Maximum triplet sum in array**

|  |
| --- |
| import java.io.\*;  import java.util.\*;      class GFG {        // This function assumes that there      // are at least  three elements in arr[].      static int maxTripletSum(int arr[], int n)      {          // Initialize Maximum, second maximum and third          // maximum element          int maxA = -100000000, maxB = -100000000;          int maxC = -100000000;            for (int i = 0; i < n; i++) {                // Update Maximum, second maximum              // and third maximum element              if (arr[i] > maxA)              {                  maxC = maxB;                  maxB = maxA;                  maxA = arr[i];              }                // Update second maximum and third maximum              // element              else if (arr[i] > maxB)              {                  maxC = maxB;                  maxB = arr[i];              }                // Update third maximum element              else if (arr[i] > maxC)                  maxC = arr[i];          }            return (maxA + maxB + maxC);      }        // Driven code      public static void main(String args[])      {          int arr[] = { 1, 0, 8, 6, 4, 2 };          int n = arr.length;          System.out.println(maxTripletSum(arr, n));      }  } |

**Output :**

18

**Time complexity :** O(n)

**22) Smallest Difference Triplet from Three arrays**

|  |
| --- |
| import java.util.Arrays;    class GFG {        // function to find maximum number      static int maximum(int a, int b, int c)      {          return Math.max(Math.max(a, b), c);      }        // function to find minimum number      static int minimum(int a, int b, int c)      {          return Math.min(Math.min(a, b), c);      }        // Finds and prints the smallest Difference      // Triplet      static void smallestDifferenceTriplet(int arr1[],                         int arr2[], int arr3[], int n)      {            // sorting all the three arrays          Arrays.sort(arr1);          Arrays.sort(arr2);          Arrays.sort(arr3);            // To store resultant three numbers          int res\_min=0, res\_max=0, res\_mid=0;            // pointers to arr1, arr2, arr3          // respectively          int i = 0, j = 0, k = 0;            // Loop until one array reaches to its end          // Find the smallest difference.          int diff = 2147483647;            while (i < n && j < n && k < n)          {              int sum = arr1[i] + arr2[j] + arr3[k];                // maximum number              int max = maximum(arr1[i], arr2[j], arr3[k]);                // Find minimum and increment its index.              int min = minimum(arr1[i], arr2[j], arr3[k]);              if (min == arr1[i])                  i++;              else if (min == arr2[j])                  j++;              else                  k++;                // comparing new difference with the              // previous one and updating accordingly              if (diff > (max - min))              {                  diff = max - min;                  res\_max = max;                  res\_mid = sum - (max + min);                  res\_min = min;              }          }            // Print result          System.out.print(res\_max + ", " + res\_mid                                   + ", " + res\_min);      }        //driver code      public static void main (String[] args)      {            int arr1[] = {5, 2, 8};          int arr2[] = {10, 7, 12};          int arr3[] = {9, 14, 6};            int n = arr1.length;            smallestDifferenceTriplet(arr1, arr2, arr3, n);      }  } |

**Output :**

7, 6, 5

**Time Complexity :** O(n log n)

**23) Find a triplet that sum to a given value**

|  |
| --- |
| import java.util.\*;    class GFG {        // returns true if there is triplet      // with sum equal to 'sum' present      // in A[]. Also, prints the triplet      static boolean find3Numbers(int A[],                                  int arr\_size, int sum)      {          // Fix the first element as A[i]          for (int i = 0; i < arr\_size - 2; i++) {                // Find pair in subarray A[i+1..n-1]              // with sum equal to sum - A[i]              HashSet<Integer> s = new HashSet<Integer>();              int curr\_sum = sum - A[i];              for (int j = i + 1; j < arr\_size; j++) {                  if (s.contains(curr\_sum - A[j]) && curr\_sum - A[j] != (int)s.toArray()[s.size() - 1]) {                      System.out.printf("Triplet is %d, %d, %d", A[i],                                        A[j], curr\_sum - A[j]);                      return true;                  }                  s.add(A[j]);              }          }            // If we reach here, then no triplet was found          return false;      }        /\* Driver code \*/      public static void main(String[] args)      {          int A[] = { 1, 4, 45, 6, 10, 8 };          int sum = 22;          int arr\_size = A.length;            find3Numbers(A, arr\_size, sum);      }  } |

**Output :**

Triplet is 4, 8, 10

**24) Find all triplets with zero sum**

|  |
| --- |
| import java.util.\*;    class GFG  {        // function to print triplets with 0 sum      static void findTriplets(int arr[], int n)      {          boolean found = false;            for (int i = 0; i < n - 1; i++)          {              // Find all pairs with sum equals to              // "-arr[i]"              HashSet<Integer> s = new HashSet<Integer>();              for (int j = i + 1; j < n; j++)              {                  int x = -(arr[i] + arr[j]);                  if (s.contains(x))                  {                      System.out.printf("%d %d %d\n", x, arr[i], arr[j]);                      found = true;                  }                  else                  {                      s.add(arr[j]);                  }              }          }            if (found == false)          {              System.out.printf(" No Triplet Found\n");          }      }        // Driver code      public static void main(String[] args)      {          int arr[] = {0, -1, 2, -3, 1};          int n = arr.length;          findTriplets(arr, n);      }  } |

**Output:**

-1 0 1

-3 2 1

**Complexity Analysis:**

**Time Complexity:** O(n2).

**Matrix:**

**1) Rotate Matrix Elements**

|  |
| --- |
| import java.lang.\*;  import java.util.\*;    class GFG  {      static int R = 4;      static int C = 4;        // A function to rotate a matrix      // mat[][] of size R x C.      // Initially, m = R and n = C      static void rotatematrix(int m,                      int n, int mat[][])      {          int row = 0, col = 0;          int prev, curr;            /\*          row - Staring row index          m - ending row index          col - starting column index          n - ending column index          i - iterator          \*/          while (row < m && col < n)          {                if (row + 1 == m || col + 1 == n)                  break;                // Store the first element of next              // row, this element will replace              // first element of current row              prev = mat[row + 1][col];                // Move elements of first row              // from the remaining rows              for (int i = col; i < n; i++)              {                  curr = mat[row][i];                  mat[row][i] = prev;                  prev = curr;              }              row++;                // Move elements of last column              // from the remaining columns              for (int i = row; i < m; i++)              {                  curr = mat[i][n-1];                  mat[i][n-1] = prev;                  prev = curr;              }              n--;                // Move elements of last row              // from the remaining rows              if (row < m)              {                  for (int i = n-1; i >= col; i--)                  {                      curr = mat[m-1][i];                      mat[m-1][i] = prev;                      prev = curr;                  }              }              m--;                // Move elements of first column              // from the remaining rows              if (col < n)              {                  for (int i = m-1; i >= row; i--)                  {                      curr = mat[i][col];                      mat[i][col] = prev;                      prev = curr;                  }              }              col++;          }                // Print rotated matrix              for (int i = 0; i < R; i++)              {                  for (int j = 0; j < C; j++)                  System.out.print( mat[i][j] + " ");                  System.out.print("\n");              }      }    /\* Driver program to test above functions \*/      public static void main(String[] args)      {      // Test Case 1      int a[][] = { {1, 2, 3, 4},                    {5, 6, 7, 8},                  {9, 10, 11, 12},                  {13, 14, 15, 16} };        // Tese Case 2      /\* int a[][] = new int {{1, 2, 3},                              {4, 5, 6},                              {7, 8, 9}                          };\*/      rotatematrix(R, C, a);        }  } |

**Output:**

5 1 2 3

9 10 6 4

13 11 7 8

14 15 16 12

**2) Inplace rotate square matrix by 90 degrees**

|  |
| --- |
| import java.io.\*;    class GFG {      // An Inplace function to rotate a N x N matrix      // by 90 degrees in anti-clockwise direction      static void rotateMatrix(int N, int mat[][])      {          // Consider all squares one by one          for (int x = 0; x < N / 2; x++) {              // Consider elements in group of 4 in              // current square              for (int y = x; y < N - x - 1; y++) {                  // store current cell in temp variable                  int temp = mat[x][y];                    // move values from right to top                  mat[x][y] = mat[y][N - 1 - x];                    // move values from bottom to right                  mat[y][N - 1 - x] = mat[N - 1 - x][N - 1 - y];                    // move values from left to bottom                  mat[N - 1 - x][N - 1 - y] = mat[N - 1 - y][x];                    // assign temp to left                  mat[N - 1 - y][x] = temp;              }          }      }        // Function to print the matrix      static void displayMatrix(int N, int mat[][])      {          for (int i = 0; i < N; i++) {              for (int j = 0; j < N; j++)                  System.out.print(" " + mat[i][j]);                System.out.print("\n");          }          System.out.print("\n");      }        /\* Driver program to test above functions \*/      public static void main(String[] args)      {          int N = 4;            // Test Case 1          int mat[][] = {              { 1, 2, 3, 4 },              { 5, 6, 7, 8 },              { 9, 10, 11, 12 },              { 13, 14, 15, 16 }          };            // Tese Case 2          /\* int mat[][] = {                              {1, 2, 3},                              {4, 5, 6},                              {7, 8, 9}                          };           \*/            // Tese Case 3          /\*int mat[][] = {                          {1, 2},                          {4, 5}                      };\*/            // displayMatrix(mat);            rotateMatrix(N, mat);            // Print rotated matrix          displayMatrix(N, mat);      }  } |

**Output :**

4 8 12 16

3 7 11 15

2 6 10 14

1 5 9 13

**Complexity Analysis:**

**Time Complexity :** O(n\*n), where n is side of array, A single traversal of the matrix is needed.

**3) Rotate a matrix by 90 degree without using any extra space**

|  |
| --- |
| import java.util.\*;    class GFG {        // After transpose we swap elements of      // column one by one for finding left      // rotation of matrix by 90 degree      static void reverseColumns(int arr[][])      {          for (int i = 0; i < arr[0].length; i++)              for (int j = 0, k = arr[0].length - 1;                   j < k; j++, k--) {                  int temp = arr[j][i];                  arr[j][i] = arr[k][i];                  arr[k][i] = temp;              }      }        // Function for do transpose of matrix      static void transpose(int arr[][])      {          for (int i = 0; i < arr.length; i++)              for (int j = i; j < arr[0].length; j++) {                  int temp = arr[j][i];                  arr[j][i] = arr[i][j];                  arr[i][j] = temp;              }      }        // Function for print matrix      static void printMatrix(int arr[][])      {          for (int i = 0; i < arr.length; i++) {              for (int j = 0; j < arr[0].length; j++)                  System.out.print(arr[i][j] + " ");              System.out.println("");          }      }        // Function to anticlockwise rotate      // matrix by 90 degree      static void rotate90(int arr[][])      {          transpose(arr);          reverseColumns(arr);      }        /\* Driver program to test above function \*/      public static void main(String[] args)      {          int arr[][] = { { 1, 2, 3, 4 },                          { 5, 6, 7, 8 },                          { 9, 10, 11, 12 },                          { 13, 14, 15, 16 } };            rotate90(arr);          printMatrix(arr);      }  } |

**Output:**

4 8 12 16

3 7 11 15

2 6 10 14

1 5 9 13

**Complexity Analysis:**

**Time complexity :**O(R\*C), The matrix is traversed twice, So the complexity is O(R\*C).

**4) Rotate a Matrix by 180 degree**

|  |
| --- |
| import java.util.\*;    class GFG {      static int N = 3;        // Function to Rotate the      // matrix by 180 degree      static void rotateMatrix(int mat[][])      {            // Simply print from last          // cell to first cell.          for (int i = N - 1; i >= 0; i--) {              for (int j = N - 1; j >= 0; j--)                  System.out.print(mat[i][j] + " ");                System.out.println();          }      }        // Driver Code      public static void main(String[] args)      {          int[][] mat = { { 1, 2, 3 },                          { 4, 5, 6 },                          { 7, 8, 9 } };            rotateMatrix(mat);      }  } |

**Output :**

9 8 7

6 5 4

3 2 1

**Time complexity :**O(N\*N)

**5) Check if all rows of a matrix are circular rotations of each other**

|  |
| --- |
| class GFG  {        static int MAX = 1000;        // Returns true if all rows of mat[0..n-1][0..n-1]      // are rotations of each other.      static boolean isPermutedMatrix(int mat[][], int n)      {          // Creating a string that contains          // elements of first row.          String str\_cat = "";          for (int i = 0; i < n; i++)          {              str\_cat = str\_cat + "-" + String.valueOf(mat[0][i]);          }            // Concatenating the string with itself          // so that substring search operations          // can be performed on this          str\_cat = str\_cat + str\_cat;            // Start traversing remaining rows          for (int i = 1; i < n; i++)          {              // Store the matrix into vector in the form              // of strings              String curr\_str = "";              for (int j = 0; j < n; j++)              {                  curr\_str = curr\_str + "-" + String.valueOf(mat[i][j]);              }                // Check if the current string is present in              // the concatenated string or not              if (str\_cat.contentEquals(curr\_str))              {                  return false;              }          }            return true;      }        // Drivers code      public static void main(String[] args)      {          int n = 4;          int mat[][] = {{1, 2, 3, 4},          {4, 1, 2, 3},          {3, 4, 1, 2},          {2, 3, 4, 1}          };          if (isPermutedMatrix(mat, n))          {              System.out.println("Yes");          }          else          {              System.out.println("No");          }      }  } |

**Output:**

Yes

**6) Sort the given matrix**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class GFG {        static int SIZE = 10;        // function to sort the given matrix      static void sortMat(int mat[][], int n)      {          // temporary matrix of size n^2          int temp[] = new int[n \* n];          int k = 0;            // copy the elements of matrix          // one by one into temp[]          for (int i = 0; i < n; i++)              for (int j = 0; j < n; j++)                  temp[k++] = mat[i][j];            // sort temp[]          Arrays.sort(temp);            // copy the elements of temp[]          // one by one in mat[][]          k = 0;          for (int i = 0; i < n; i++)              for (int j = 0; j < n; j++)                  mat[i][j] = temp[k++];      }        // function to print the given matrix      static void printMat(int mat[][], int n)      {          for (int i = 0; i < n; i++) {              for (int j = 0; j < n; j++)                  System.out.print( mat[i][j] + " ");              System.out.println();          }      }        // Driver program to test above      public static void main(String args[])      {          int mat[][] = { { 5, 4, 7 },                          { 1, 3, 8 },                          { 2, 9, 6 } };          int n = 3;            System.out.println("Original Matrix:");          printMat(mat, n);            sortMat(mat, n);            System.out.println("Matrix After Sorting:");          printMat(mat, n);        }  } |

Output :

Original Matrix:

5 4 7

1 3 8

2 9 6

Matrix After Sorting:

1 2 3

4 5 6

7 8 9

Time Complexity: O(n2log2n).

**7) Find the row with maximum number of 1s**

|  |
| --- |
| import java.io.\*;    class GFG {      static int R = 4, C = 4;      // Function to find the index of first index      // of 1 in a boolean array arr[]      static int first(int arr[], int low, int high)      {          if (high >= low) {              // Get the middle index              int mid = low + (high - low) / 2;                // Check if the element at middle index is first 1              if ((mid == 0 || (arr[mid - 1] == 0)) && arr[mid] == 1)                  return mid;                // If the element is 0, recur for right side              else if (arr[mid] == 0)                  return first(arr, (mid + 1), high);                // If element is not first 1, recur for left side              else                  return first(arr, low, (mid - 1));          }          return -1;      }        // Function that returns index of row      // with maximum number of 1s.      static int rowWithMax1s(int mat[][])      {          // Initialize max values          int max\_row\_index = 0, max = -1;            // Traverse for each row and count number of          // 1s by finding the index of first 1          int i, index;          for (i = 0; i < R; i++) {              index = first(mat[i], 0, C - 1);              if (index != -1 && C - index > max) {                  max = C - index;                  max\_row\_index = i;              }          }            return max\_row\_index;      }      // Driver Code      public static void main(String[] args)      {          int mat[][] = { { 0, 0, 0, 1 },                          { 0, 1, 1, 1 },                          { 1, 1, 1, 1 },                          { 0, 0, 0, 0 } };          System.out.println("Index of row with maximum 1s is "                                              + rowWithMax1s(mat));      }  } |

**Output:**

Index of row with maximum 1s is 2

**Time Complexity:** O(mLogn) where m is number of rows and n is number of columns in matrix.

**8) Find median in row wise sorted matrix**

|  |
| --- |
| import java.util.Arrays;    public class MedianInRowSorted  {      // function to find median in the matrix      static int binaryMedian(int m[][],int r, int c)      {          int max = Integer.MIN\_VALUE;          int min = Integer.MAX\_VALUE;            for(int i=0; i<r ; i++)          {                // Finding the minimum element              if(m[i][0] < min)                  min = m[i][0];                // Finding the maximum element              if(m[i][c-1] > max)                  max = m[i][c-1];          }            int desired = (r \* c + 1) / 2;          while(min < max)          {              int mid = min + (max - min) / 2;              int place = 0;              int get = 0;                // Find count of elements smaller than mid              for(int i = 0; i < r; ++i)              {                    get = Arrays.binarySearch(m[i],mid);                    // If element is not found in the array the                  // binarySearch() method returns                  // (-(insertion\_point) - 1). So once we know                  // the insertion point we can find elements                  // Smaller than the searched element by the                  // following calculation                  if(get < 0)                      get = Math.abs(get) - 1;                    // If element is found in the array it returns                  // the index(any index in case of duplicate). So we go to last                  // index of element which will give  the number of                  // elements smaller than the number including                  // the searched element.                  else                  {                      while(get < m[i].length && m[i][get] == mid)                          get += 1;                  }                    place = place + get;              }                if (place < desired)                  min = mid + 1;              else                  max = mid;          }          return min;      }        // Driver Program to test above method.      public static void main(String[] args)      {          int r = 3, c = 3;          int m[][]= { {1,3,5}, {2,6,9}, {3,6,9} };            System.out.println("Median is " + binaryMedian(m, r, c));      }  } |

Output:

Median is 5

**9) Program for scalar multiplication of a matrix**

|  |
| --- |
| import java.io.\*;    class GFG {    static final int N = 3;  static void scalarProductMat(int mat[][],                                    int k)  {        // scalar element is multiplied      // by the matrix      for (int i = 0; i < N; i++)          for (int j = 0; j < N; j++)              mat[i][j] = mat[i][j] \* k;  }    // Driver code  public static void main (String[] args)  {      int mat[][] = { { 1, 2, 3 },                      { 4, 5, 6 },                      { 7, 8, 9 } };      int k = 4;        scalarProductMat(mat, k);        // to display the resultant matrix      System.out.println("Scalar Product Matrix is : ");        for (int i = 0; i < N; i++)      {          for (int j = 0; j < N; j++)              System.out.print(mat[i][j] + " ");          System.out.println();      }  }  } |

**Output:**

Scalar Product Matrix is :

4 8 12

16 20 24

28 32 36

**10) Find distinct elements common to all rows of a matrix**

|  |
| --- |
| import java.util.\*;    class GFG {        // function to individually sort      // each row in increasing order      public static void sortRows(int mat[][], int n)      {          for (int i=0; i<n; i++)              Arrays.sort(mat[i]);      }        // function to find all the common elements      public static void findAndPrintCommonElements(int mat[][],                                                       int n)      {          // sort rows individually          sortRows(mat, n);            // current column index of each row is stored          // from where the element is being searched in          // that row          int curr\_index[] = new int[n];            int f = 0;            for (; curr\_index[0]<n; curr\_index[0]++)          {              // value present at the current column index              // of 1st row              int value = mat[0][curr\_index[0]];                boolean present = true;                // 'value' is being searched in all the              // subsequent rows              for (int i=1; i<n; i++)              {                  // iterate through all the elements of                  // the row from its current column index                  // till an element greater than the 'value'                  // is found or the end of the row is                  // encountered                  while (curr\_index[i] < n &&                         mat[i][curr\_index[i]] <= value)                      curr\_index[i]++;                    // if the element was not present at the                  // column before to the 'curr\_index' of the                 // row                  if (mat[i][curr\_index[i]-1] != value)                      present = false;                    // if all elements of the row have                  // been traversed                  if (curr\_index[i] == n)                  {                      f = 1;                      break;                  }              }                // if the 'value' is common to all the rows              if (present)                 System.out.print(value+" ");                // if any row have been completely traversed              // then no more common elements can be found              if (f == 1)                  break;          }      }        /\* Driver program to test above function \*/      public static void main(String[] args)      {          int mat[][] = {  {12, 1, 14, 3, 16},                           {14, 2, 1, 3, 35},                           {14, 1, 14, 3, 11},                           {14, 25, 3, 2, 1},                           {1, 18, 3, 21, 14}                                              };                int n = 5;              findAndPrintCommonElements(mat, n);      }    } |

**Output:**

1 3 14

**Time Complexity:** O(n2log n), each row of size n requires O(nlogn) for sorting and there are total n rows.

**11) Print a given matrix in spiral form**

|  |
| --- |
| import java.io.\*;    class GFG {      // Function print matrix in spiral form      static void spiralPrint(int m, int n, int a[][])      {          int i, k = 0, l = 0;          /\*  k - starting row index          m - ending row index          l - starting column index          n - ending column index          i - iterator          \*/            while (k < m && l < n) {              // Print the first row from the remaining rows              for (i = l; i < n; ++i) {                  System.out.print(a[k][i] + " ");              }              k++;                // Print the last column from the remaining columns              for (i = k; i < m; ++i) {                  System.out.print(a[i][n - 1] + " ");              }              n--;                // Print the last row from the remaining rows \*/              if (k < m) {                  for (i = n - 1; i >= l; --i) {                      System.out.print(a[m - 1][i] + " ");                  }                  m--;              }                // Print the first column from the remaining columns \*/              if (l < n) {                  for (i = m - 1; i >= k; --i) {                      System.out.print(a[i][l] + " ");                  }                  l++;              }          }      }        // driver program      public static void main(String[] args)      {          int R = 3;          int C = 6;          int a[][] = { { 1, 2, 3, 4, 5, 6 },                        { 7, 8, 9, 10, 11, 12 },                        { 13, 14, 15, 16, 17, 18 } };          spiralPrint(R, C, a);      }  } |

**Output:**

1 2 3 4 5 6 12 18 17 16 15 14 13 7 8 9 10 11

**Time Complexity:** Time complexity of the above solution is O(mn).

**12) Find maximum element of each row in a matrix**

|  |
| --- |
| public class GFG{        // Function to get max element      public static void maxelement(int no\_of\_rows, int[][] arr) {          int i = 0;            // Initialize max to 0 at beginning          // of finding max element of each row          int max = 0;          int[] result = new int[no\_of\_rows];          while (i < no\_of\_rows) {              for (int j = 0; j < arr[i].length; j++) {                  if (arr[i][j] > max) {                      max = arr[i][j];                  }              }              result[i] = max;              max =0;              i++;            }          printArray(result);        }        // Print array element      private static void printArray(int[] result) {          for (int i =0; i<result.length;i++) {              System.out.println(result[i]);          }        }        // Driver code      public static void main(String[] args) {          int[][] arr = new int[][] { {3, 4, 1, 8},                                      {1, 4, 9, 11},                                      {76, 34, 21, 1},                                     {2, 1, 4, 5} };         // Calling the function          maxelement(4, arr);      }  } |

**Output :**

8

11

76

5

**13) Find unique elements in a matrix**

|  |
| --- |
| class GFG  {  static int R = 4, C = 4;    // function that calculate  // unique element  static void unique(int mat[][],                     int n, int m)  {      int maximum = 0, flag = 0;      for(int i = 0; i < n; i++)          for(int j = 0; j < m; j++)                // Find maximum element              // in a matrix              if(maximum < mat[i][j])                      maximum = mat[i][j];        // Take 1-D array of      // (maximum + 1) size      int b[] = new int [maximum + 1];      for(int i = 0 ; i < n; i++)          for(int j = 0; j < m; j++)              b[mat[i][j]]++;        //print unique element      for(int i = 1; i <= maximum; i++)          if(b[i] == 1)              System.out.print(i + " ");              flag = 1;        if(flag == 0)      {          System.out.println("No unique element " +                                  "in the matrix");      }  }    // Driver Code  public static void main(String args[])  {      int mat[][] = {{1, 2, 3, 20},                     {5, 6, 20, 25},                     {1, 3, 5, 6},                     {6, 7, 8, 15}};        // function that calculate      // unique element      unique(mat, R, C);  }  } |

**Output:**

2 7 8 25 15

**14) Print a given matrix in counter-clock wise spiral form**

|  |
| --- |
| import java.io.\*;    class GFG  {      static int R = 4;      static int C = 4;        // function to print the      // required traversal      static void counterClockspiralPrint(int m,                                          int n,                                          int arr[][])      {          int i, k = 0, l = 0;        /\* k - starting row index          m - ending row index          l - starting column index          n - ending column index          i - iterator \*/            // initialize the count          int cnt = 0;            // total number of          // elements in matrix          int total = m \* n;            while (k < m && l < n)          {              if (cnt == total)                  break;                // Print the first column              // from the remaining columns              for (i = k; i < m; ++i)              {                  System.out.print(arr[i][l] + " ");                  cnt++;              }              l++;                if (cnt == total)                  break;                // Print the last row from              // the remaining rows              for (i = l; i < n; ++i)              {                  System.out.print(arr[m - 1][i] + " ");                  cnt++;              }              m--;                if (cnt == total)                  break;                // Print the last column              // from the remaining columns              if (k < m)              {                  for (i = m - 1; i >= k; --i)                  {                      System.out.print(arr[i][n - 1] + " ");                      cnt++;                  }                  n--;              }                if (cnt == total)                  break;                // Print the first row              // from the remaining rows              if (l < n)              {                  for (i = n - 1; i >= l; --i)                  {                      System.out.print(arr[k][i] + " ");                      cnt++;                  }                  k++;              }          }      }    // Driver Code  public static void main(String[] args)  {      int arr[][] = { { 1, 2, 3, 4 },                      { 5, 6, 7, 8 },                      { 9, 10, 11, 12 },                      { 13, 14, 15, 16 } };        // Function calling      counterClockspiralPrint(R, C, arr);  }  } |

**Output :**

1 5 9 13 14 15 16 12 8 4 3 2 6 10 11 7

**Time Complexity :** O(mn).

**15) Maximum path sum in matrix**

|  |
| --- |
| import static java.lang.Math.max;    class GFG  {      public static int N = 4, M = 6;        // Function to calculate max path in matrix      static int findMaxPath(int mat[][])      {          // To find max val in first row          int res = -1;          for (int i = 0; i < M; i++)              res = max(res, mat[0][i]);            for (int i = 1; i < N; i++)          {              res = -1;              for (int j = 0; j < M; j++)              {                  // When all paths are possible                  if (j > 0 && j < M - 1)                      mat[i][j] += max(mat[i - 1][j],                                   max(mat[i - 1][j - 1],                                      mat[i - 1][j + 1]));                    // When diagonal right is not possible                  else if (j > 0)                      mat[i][j] += max(mat[i - 1][j],                                      mat[i - 1][j - 1]);                    // When diagonal left is not possible                  else if (j < M - 1)                      mat[i][j] += max(mat[i - 1][j],                                  mat[i - 1][j + 1]);                    // Store max path sum                  res = max(mat[i][j], res);              }          }          return res;      }        // driver program      public static void main (String[] args)      {          int mat[][] = { { 10, 10, 2, 0, 20, 4 },                          { 1, 0, 0, 30, 2, 5 },                          { 0, 10, 4, 0, 2, 0 },                          { 1, 0, 2, 20, 0, 4 }                      };            System.out.println(findMaxPath(mat));      }  } |

**Output:**

74

**Time Complexity:**O(N\*M)

**16) Squares of Matrix Diagonal Elements**

|  |
| --- |
| import java.io.\*;    class GFG  {      static int MAX =100;        // function of diagonal square      static void diagonalsquare(int mat[][], int row,                                           int column)      {          // This loop is for finding square of first          // diagonal elements          System.out.print( "Diagonal one : ");          for (int i = 0; i < row; i++)          {              for (int j = 0; j < column; j++)                    // if this condition will become true                  // then we will get diagonal element                  if (i == j)                        // printing square of diagonal element                      System.out.print ( mat[i][j] \* mat[i][j] +" ");          }          System.out.println();            // This loop is for finding square of second          // side of diagonal elements          System.out.print("Diagonal two : ");          for (int i = 0; i < row; i++)          {              for (int j = 0; j < column; j++)                    // if this condition will become true                  // then we will get second side diagonal                  // element                  if (i + j == column - 1)                        // printing square of diagonal element                      System.out.print(mat[i][j] \* mat[i][j] +" ");          }      }        // Driver code      public static void main (String[] args)      {          int mat[][] = { { 2, 5, 7 },                          { 3, 7, 2 },                          { 5, 6, 9 } };          diagonalsquare(mat, 3, 3);        }  } |

Output:

Diagonal one : 4 49 81

Diagonal two : 49 49 25

**Time Complexity**O(n \* n )

**17) Move matrix elements in given direction and add elements with same value**

|  |
| --- |
| import java.io.\*;  import java.util.\*;    class GFG {      // Function to shift the matrix      // in the given direction      static void moveMatrix(char d,                             int n,                             int a[][])      {            // For right shift move.          if (d == 'r') {                // for each row from              // top to bottom              for (int i = 0; i < n; i++) {                  ArrayList<Integer> v = new ArrayList<Integer>();                  ArrayList<Integer> w = new ArrayList<Integer>();                  int j;                    // for each element of                  // row from right to left                  for (j = n - 1; j >= 0; j--) {                      // if not 0                      if (a[i][j] != 0)                          v.add(a[i][j]);                  }                    // for each temporary array                  for (j = 0; j < v.size(); j++) {                      // if two element have                      // same value at                      // consecutive position.                      if (j < v.size() - 1 && v.get(j) == v.get(j + 1)) {                          // insert only one element                          // as sum of two same element.                          w.add(2 \* v.get(j));                          j++;                      }                      else                          w.add(v.get(j));                  }                    // filling the each                  // row element to 0.                  for (j = 0; j < n; j++)                      a[i][j] = 0;                    j = n - 1;                    // Copying the temporary                  // array to the current row.                  for (int it = 0; it < w.size(); it++)                      a[i][j--] = w.get(it);              }          }            // for left shift move          else if (d == 'l') {                // for each row              for (int i = 0; i < n; i++) {                  ArrayList<Integer> v = new ArrayList<Integer>();                  ArrayList<Integer> w = new ArrayList<Integer>();                  int j;                    // for each element of the                  // row from left to right                  for (j = 0; j < n; j++) {                      // if not 0                      if (a[i][j] != 0)                          v.add(a[i][j]);                  }                    // for each temporary array                  for (j = 0; j < v.size(); j++) {                      // if two element have                      // same value at                      // consecutive position.                      if (j < v.size() - 1 && v.get(j) == v.get(j + 1)) {                          // insert only one                          // element as sum                          // of two same element.                          w.add(2 \* v.get(j));                          j++;                      }                      else                          w.add(v.get(j));                  }                    // filling the each                  // row element to 0.                  for (j = 0; j < n; j++)                      a[i][j] = 0;                    j = 0;                    for (int it = 0; it < w.size(); it++)                      a[i][j++] = w.get(it);              }          }            // for down shift move.          else if (d == 'd') {              // for each column              for (int i = 0; i < n; i++) {                  ArrayList<Integer> v = new ArrayList<Integer>();                  ArrayList<Integer> w = new ArrayList<Integer>();                  int j;                    // for each element of                  // column from bottom to top                  for (j = n - 1; j >= 0; j--) {                      // if not 0                      if (a[j][i] != 0)                          v.add(a[j][i]);                  }                    // for each temporary array                  for (j = 0; j < v.size(); j++) {                        // if two element have                      // same value at consecutive                      // position.                      if (j < v.size() - 1 && v.get(j) == v.get(j + 1)) {                          // insert only one element                          // as sum of two same element.                          w.add(2 \* v.get(j));                          j++;                      }                      else                          w.add(v.get(j));                  }                    // filling the each                  // column element to 0.                  for (j = 0; j < n; j++)                      a[j][i] = 0;                    j = n - 1;                    // Copying the temporary array                  // to the current column                  for (int it = 0; it < w.size(); it++)                      a[j--][i] = w.get(it);              }          }            // for up shift move          else if (d == 'u') {              // for each column              for (int i = 0; i < n; i++) {                  ArrayList<Integer> v = new ArrayList<Integer>();                  ArrayList<Integer> w = new ArrayList<Integer>();                  int j;                    // for each element of column                  // from top to bottom                  for (j = 0; j < n; j++) {                      // if not 0                      if (a[j][i] != 0)                          v.add(a[j][i]);                  }                    // for each temporary array                  for (j = 0; j < v.size(); j++) {                      // if two element have                      // same value at                      // consecutive position.                      if (j < v.size() - 1 && v.get(j) == v.get(j + 1)) {                          // insert only one element                          // as sum of two same element.                          w.add(2 \* v.get(j));                          j++;                      }                      else                          w.add(v.get(j));                  }                    // filling the each                  // column element to 0.                  for (j = 0; j < n; j++)                      a[j][i] = 0;                    j = 0;                    // Copying the temporary                  // array to the current                  // column                  for (int it = 0; it < w.size(); it++)                      a[j++][i] = w.get(it);              }          }      }        // Driver Code      public static void main(String args[])      {          char d = 'l';          int n = 5;          int a[][] = { { 32, 3, 3, 3, 3 },                        { 0, 0, 1, 0, 0 },                        { 10, 10, 8, 1, 2 },                        { 0, 0, 0, 0, 1 },                        { 4, 5, 6, 7, 8 } };            moveMatrix(d, n, a);            // Printing the          // final array          for (int i = 0; i < n; i++) {              for (int j = 0; j < n; j++)                  System.out.print(a[i][j] + " ");                System.out.println();          }      }  } |

**Output:**

32 6 6 0 0

1 0 0 0 0

20 8 1 2 0

1 0 0 0 0

4 5 6 7 8

**Misc :**

**Examples:**

**1) A Product Array Puzzle**

class ProductArray {

/\* Function to print product array for a given array

arr[] of size n \*/

void productArray(int arr[], int n)

{

// Base case

if (n == 1) {

System.out.print(0);

return;

}

// Initialize memory to all arrays

int left[] = new int[n];

int right[] = new int[n];

int prod[] = new int[n];

int i, j;

/\* Left most element of left array is always 1 \*/

left[0] = 1;

/\* Rightmost most element of right array is always 1 \*/

right[n - 1] = 1;

/\* Construct the left array \*/

for (i = 1; i < n; i++)

left[i] = arr[i - 1] \* left[i - 1];

/\* Construct the right array \*/

for (j = n - 2; j >= 0; j--)

right[j] = arr[j + 1] \* right[j + 1];

/\* Construct the product array using

left[] and right[] \*/

for (i = 0; i < n; i++)

prod[i] = left[i] \* right[i];

/\* print the constructed prod array \*/

for (i = 0; i < n; i++)

System.out.print(prod[i] + " ");

return;

}

/\* Driver program to test the aboe function \*/

public static void main(String[] args)

{

ProductArray pa = new ProductArray();

int arr[] = { 10, 3, 5, 6, 2 };

int n = arr.length;

System.out.println("The product array is : ");

pa.productArray(arr, n);

}

}

**Output:**

The product array is :

180 600 360 300 900

**2) Implement two stacks in an array**

class TwoStacks

{

int size;

int top1, top2;

int arr[];

// Constructor

TwoStacks(int n)

{

arr = new int[n];

size = n;

top1 = -1;

top2 = size;

}

// Method to push an element x to stack1

void push1(int x)

{

// There is at least one empty space for

// new element

if (top1 < top2 - 1)

{

top1++;

arr[top1] = x;

}

else

{

System.out.println("Stack Overflow");

System.exit(1);

}

}

// Method to push an element x to stack2

void push2(int x)

{

// There is at least one empty space for

// new element

if (top1 < top2 -1)

{

top2--;

arr[top2] = x;

}

else

{

System.out.println("Stack Overflow");

System.exit(1);

}

}

// Method to pop an element from first stack

int pop1()

{

if (top1 >= 0)

{

int x = arr[top1];

top1--;

return x;

}

else

{

System.out.println("Stack Underflow");

System.exit(1);

}

return 0;

}

// Method to pop an element from second stack

int pop2()

{

if(top2 < size)

{

int x =arr[top2];

top2++;

return x;

}

else

{

System.out.println("Stack Underflow");

System.exit(1);

}

return 0;

}

// Driver program to test twoStack class

public static void main(String args[])

{

TwoStacks ts = new TwoStacks(5);

ts.push1(5);

ts.push2(10);

ts.push2(15);

ts.push1(11);

ts.push2(7);

System.out.println("Popped element from" +

" stack1 is " + ts.pop1());

ts.push2(40);

System.out.println("Popped element from" +

" stack2 is " + ts.pop2());

}

}

Output:

Popped element from stack1 is 11

Popped element from stack2 is 40

**3) Minimum increment by k operations to make all elements equal**

import java.io.\*;

import java.util.Arrays;

class GFG {

// function for calculating min operations

static int minOps(int arr[], int n, int k)

{

// max elements of array

Arrays.sort(arr);

int max = arr[arr.length - 1];

int res = 0;

// iterate for all elements

for (int i = 0; i < n; i++) {

// check if element can make equal to

// max or not if not then return -1

if ((max - arr[i]) % k != 0)

return -1;

// else update res for required operations

else

res += (max - arr[i]) / k;

}

// return result

return res;

}

// Driver program

public static void main(String[] args)

{

int arr[] = { 21, 33, 9, 45, 63 };

int n = arr.length;

int k = 6;

System.out.println(minOps(arr, n, k));

}

}

Output:

24